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Abstract of the contribution: The contribution proposes a solution to use user consent with GBA  - OpenID interworking.
1 Introduction
The contribution proposes a solution to use user consent with GBA - OpenID interworking. 
It is proposed to adopt the solution in TR 33.895 in a new solution clause. 
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8.Y
Using user consent for GBA and SSO
8.Y.1
Rationale for solution 
This solution is based on user giving her consent, or authorization, for the GAA server in terminal to derive NAF keys for a specific GAA client. The consent is achieved by a local user authentication (e.g. a PIN) between the user and the terminal. The intention of the local user authentication is to confirm the presence of the authorized user according to SA1 requirements in TS 22. 101 [11] and thereby avoid that GBA-based authentication would be used to access services in the background without the user noticing it, and ensure that only authorized persons are able to use GBA-based authentication. 

The solution enables confirming that the authorized user is present and gives consent for using GBA keys for an application. Using a nonce approach ensures that the NAF keys are always fresh and not cached in the GAA client. 

8.Y.2
Solution description

The solution uses the concepts defined in TR 33.905 [x1] “Recommendations for trusted open platforms”, where the realization of GBA functionality in a trusted open terminal platform is devided into so called GAA server and GAA client. The GAA server in the terminal is the counterpart of the BSF, and the GAA client in the terminal is the counterpart of the NAF. This is assumed to be a typical division in a terminal implementing GBA.  Typically the terminal internal interfaces or APIs are not standardized, and it is not the intention here either. The internals of a terminal are shown in order to explain the solution. 

The flow is very similar to the regular GBA flow where the GAA client in the terminal contacts the NAF in order to access a service. The NAF then indicates to the GAA client to use GBA-based keys to secure the Ua application protocol, but in addition the NAF also requires that the presence of the authorized user needs to be confirmed (by sending NonceUI). When the GAA client requests NAF keys from the GAA server, the GAA client also consequently requests local user authentication to be performed by the GAA server (by sending NonceUI).   “UI” stands for “User Involvement”. 
The exact mechanism for local user authentication does not need to be specified. It can be for example a PIN code which the user has defined for the GAA server. It should be noted that it is not the same as the PIN to activate the USIM application. The relevant matter is that by local user authentication, the GAA server can locally confirm that the authorized user is present. For instance, the GAA server may present a dialog box to the user asking to authorize that application “Bank.com” can use GBA authentication.
If and only if the GAA server has locally authenticated the user, the GAA server derives new type of NAF keys which are bound to the ongoing transaction by taking the NonceUI  in the NAF key derivation. It should be noted that the result of the local user authentication (e.g. a PIN) is not taken into the NAF key derivation. Instead, the GAA server is a trusted element in the terminal which, in addition to performing bootstrapping and deriving NAF keys for all applications, is trusted to perform local user authentication when the GAA client indicates that local user authentication is needed. If the GAA client does not indicate that local user authenticaton is needed, the GAA server derives the regular NAF keys. This approach avoids the burden and complexity of syncing the user authentication credentials, e.g. a PIN, with the network.
The GAA client uses the received NAF keys for authentication in the Ua application protocol. The NAF requests the NAF keys from the BSF and includes the NonceUI  in the Zn request and gets the same NAF keys as the GAA client did. 
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Figure xx: Using User consent for GBA 

1. The GAA client in the terminal sends an Ua application request to the application server (i.e. NAF). The request includes the B-TID. In case of GBA – Open ID interworking the UE has been redirected by the RP to contact OP/NAF. 
2. The NAF sends back an Ua application answer with an authentication challenge and NonceUI. The  NonceUI could be sent for exmple in HTTP product token.
3. When the GAA client requests  NAF keys from the GAA server in the terminal it includes the NonceUI in the request.
4. When the GAA server in the terminal receives a requst for NAF keys with NonceUI, the GAA server requests for user’s authorization (e.g. a PIN) to derive the NAF keys for this GAA client.

5. The user provides authorization (e.g.  PIN).

6. If the user authorization was given, e.g. the provided PIN is correct, the GAA server in the terminal derives NAF keys using NonceUI  as an input in the following way Ks_NAF-UI = KDF(Ks, NonceUI , …). If needed, the GAA server runs bootstrapping before step 6.
7. The GAA server provides Ks_NAF-UI to the GAA client. 

8. The GAA client uses the Ks_NAF-UI as the key to calculate the authentication response for the Ua application request. 
9. The NAF requests NAF keys, and optionally USS, from the BSF over Zn. NonceUI is included in the request.

10. When the BSF receives the Zn request with NonceUI, the BSF calculates the Ks_NAF_PIN using NonceUI  as an input in the NAF key derivation similarly as in step 6.

11. The BSF sends Zn response with Ks_NAF-UI to the NAF.

12. The NAF uses the received Ks_NAF-UI to verify authentication response received from the GAA client in step 8. 
13. The NAF sends an Ua response to the GAA as a result of a successful authentication. In case of GBA – Open ID interworking the UE is re-directed back to the the RP.
  The flow shows a generic authentication handshake between the GAA client and the NAF over Ua to illustrate how the mechanism works, and it should be noted that the derived NAF keys could be used to protect in principle any Ua application protocol.
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