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	Reason for change:
	According to 38.508-1 Table 4.7.1-1, in the Authentication REQ the IE ngKSI-> NAS key set identifier should be an arbitrarily selected value between ‘000’B and ‘110’B, different from the valid NAS key set identifier of the UE, if such a value exists.

It is observed that in the current TTCN implementation of the function f_NR5GC_RRC_Idle_Steps5_9_AKA, the TTCN simply uses the NAS key set identifier value that has been provided in the Registration REQ before.

Thus, it is not in-line with the guidance provided in 38.508.

When testcases are run and if the UE has an earlier security context, the Authentication REQ is sent with the same NAS key set identifier which the UE has provided in REG REQ. This results in the UEs transmitting an Auth Failure, because the NAS key set identifier received in the Auth REQ is the old one.

This needs to be corrected

	
	

	Summary of change:
	Updated the implementation of function f_NR5GC_RRC_Idle_Steps5_9_AKA 

Please see below.
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	A conformant UE will fail the testcase
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Change 1
	Function name
	f_NR5GC_RRC_Idle_Steps5_9_AKA

	Reason for change
	According to 38.508-1 Table 4.7.1-1, in the Authentication REQ the IE ngKSI-> NAS key set identifier should be an arbitrarily selected value between ‘000’B and ‘110’B, different from the valid NAS key set identifier of the UE, if such a value exists.

It is observed that in the current TTCN implementation of the function f_NR5GC_RRC_Idle_Steps5_9_AKA, the TTCN simply uses the NAS key set identifier value that has been provided in the Registration REQ before.

Thus, it is not in-line with the guidance provided in 38.508.

When testcases are run and if the UE has an earlier security context, the Authentication REQ is sent with the same NAS key set identifier which the UE has provided in REG REQ. This results in the UEs transmitting an Auth Failure, because the NAS key set identifier received in the Auth REQ is the old one.

This needs to be corrected

	Summary of change
	Updated the implementation of function f_NR5GC_RRC_Idle_Steps5_9_AKA 

Please see below.

	TTCN module
	NR5GC_NASSteps.ttcn

	MCC160 Comment
	


Before 

	<<SKIPPED CODE>> 
var SecurityHeaderType v_SentSecurityHeader;
    var template (present) SecurityHeaderType v_SecurityHeaderResponse;
    if(p_RegType == Initial_NoSecurity) { // @sic R5s190109 sic@
      v_SentSecurityHeader := tsc_SHT_NoSecurityProtection;
      v_SecurityHeaderResponse := tsc_SHT_NoSecurityProtection;
    } else {
      v_SentSecurityHeader := tsc_SHT_IntegrityProtected_Ciphered;
      v_SecurityHeaderResponse := tsc_SHT_IntegrityProtected_Ciphered; // @sic R5s190109 sic@
    }
    if (px_NAS_5GC_AuthenticationType == AKA_5G) {
      f_NR_Authentication5G_AKA(p_CellId, v_SentSecurityHeader, v_SecurityHeaderResponse, p_PLMN);
    } else {
      f_NR_AuthenticationEAP_AKA(p_CellId, v_SentSecurityHeader, v_SecurityHeaderResponse, p_PLMN);
    }   

<<SKIPPED CODE>>    



After:
	<<SKIPPED CODE>>    

var SecurityHeaderType v_SentSecurityHeader;
    var template (present) SecurityHeaderType v_SecurityHeaderResponse;
    var NG_NAS_SecurityParams_Type v_NAS_SecurityParams := f_NR5GC_Security_Get(); //WA#R&S change
    if(p_RegType == Initial_NoSecurity) { // @sic R5s190109 sic@
      v_SentSecurityHeader := tsc_SHT_NoSecurityProtection;
      v_SecurityHeaderResponse := tsc_SHT_NoSecurityProtection;
    } else {
      v_SentSecurityHeader := tsc_SHT_IntegrityProtected_Ciphered;
      v_SecurityHeaderResponse := tsc_SHT_IntegrityProtected_Ciphered; // @sic R5s190109 sic@
    }
    //WA#R&S Change start
    if (v_ReceivedMsg.Pdu.Msg.registration_Request.ngNasKSI.nasKeySetId != '111'B) {
 
v_NAS_SecurityParams.KSIamf := v_ReceivedMsg.Pdu.Msg.registration_Request.ngNasKSI.nasKeySetId;
 
f_NR5GC_Security_Set(v_NAS_SecurityParams);
 
v_SentSecurityHeader := tsc_SHT_NoSecurityProtection;
 
v_SecurityHeaderResponse := tsc_SHT_IntegrityProtected; //UE has security context
 
}
 
//WA#R&S Change stop
    if (px_NAS_5GC_AuthenticationType == AKA_5G) {
      f_NR_Authentication5G_AKA(p_CellId, v_SentSecurityHeader, v_SecurityHeaderResponse, p_PLMN);
    } else {
      f_NR_AuthenticationEAP_AKA(p_CellId, v_SentSecurityHeader, v_SecurityHeaderResponse, p_PLMN);
    }
<<SKIPPED CODE>>    




