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1. Introduction
In LTE systems, various DCI formats and CCE aggregation levels are defined for PDCCH channelization. A UE can recognize whether a particular PDCCH is sent to the UE and which DCI format and CCE aggregation level are used just after successful decoding of the PDCCH. Without a certain level of restriction on UE’s monitoring PDCCH candidates, therefore, a UE should be capable of carrying out such a lot of blind decoding attempts of PDCCH. Considering the complexity due to the blind decodes of PDCCH, RAN1 has agreed that the maximum number of blind decodes for LTE_ACTIVE users should be around 40 in total during RAN1 #51bis meeting. Furthermore, more details on the PDCCH search spaces have been discussed and followings have been agreed during RAN1 #52 meeting [1]:
· Search space
· Set of aggregated CCEs [with a certain aggregation level]
· UE performs blind decoding of all PDCCH payloads possible for the given aggregation level and search space
· Common and UE-specific search spaces defined.
· Common search space monitored by all UEs in the cell is static between subframes and given by the specification.
· Starting point of UE-specific search space to monitor is given by hashing function.

· For small number of CCEs, the UE may be able to blindly decode everything.
In this document, we will first discuss the requirements of the hash function and then slightly modify the function to fulfill the requirements.
Another remaining issue is how to define the multiple PDCCH candidates of a search space with the outcome of the hash function. The hash function is to indicate the CCE of the first PDCCH candidate. A certain rule should be defined to get the other PDCCH candidates from the outcome of the hash function. Two alternatives were discussed: One is to select contiguous PDCCH candidates and the other is to select PDCCH candidates spaced with a fixed gap. These two alternatives are compared in this document.

2. Review of current agreements on PDCCH search spaces
In order to reduce the number of blind decoding attempts, a certain level of restriction on PDCCH search spaces needs to be imposed. Following are the summary of PDCCH search spaces:

· A search space is the set of aggregated CCEs each of which corresponds to a PDCCH candidate. Search spaces are defined per aggregation level.

· Search spaces are classified into common ones and UE-specific ones. Common search spaces may overlap with UE-specific search space to avoid undesired CCE holes.

· All the UEs in the cell will monitor the PDCCH candidates belonging to common search spaces to receive DCI transmitted to multiple UEs.

· Common search spaces are defined for 4-CCE and 8-CCE aggregation.
· 2 candidates in the common search space for 8-CCE aggregation.

· 4 candidates in the common search space for 4-CCE aggregation.

· Common search spaces are limited to DCI formats 0, 1A, 3, and 3A.

· The number of blind decodes spent on common search spaces is about 10.

· Common search spaces are given by specification and not configurable.

· A UE will monitor the PDCCH candidates belonging to its own UE-specific search spaces to receive dedicated DCI.

· UE-specific search spaces are defined for all the aggregation levels.

· 6 candidates in UE-specific search space for 1-CCE aggregation.
· 6 candidates in UE-specific search space for 2-CCE aggregation.

· 2 candidates in UE-specific search space for 4-CCE aggregation.
· 2 candidates in UE-specific search space for 4-CCE aggregation.
· The DCI formats for dedicated control signaling are used for the PDCCH on UE-specific search spaces. In order not to increase the number of blind decoding attempts, semi-static configuration is introduced between following two modes.
· Blind decoding between DCI formats 0/1A and 1 for non-SM(spatial multiplexing) mode

· Blind decoding between DCI formats 0/1A and 2 for SM mode

· The number of blind decodes spent on UE-specific search space is about 30.

· UE-specific search spaces are defined by the following hash function.
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· Y indicates the starting point of a UE-specific search space.

· The parameter m denotes the number of PDCCH candidates on the search space and is given by 
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 are the number of CCEs in the subframe and the aggregation level of the search space.
· The input, X, is given by UEID, 
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3. Discussion on hash function
3.1 Requirements of hash function

Once a UE occupies a PDCCH on the search space, the other UEs sharing the same search space cannot utilize the PDCCH. Since all the PDCCH candidates on the search space are occupied, a UE to use the same search space may not be scheduled due to lack of PDCCH candidates available. The probability of this blocking event should be minimized. A hash function is to evenly distribute search spaces over CCEs between different UEs.
Even though a hash function successfully achieves even distribution of UEs’ search spaces, blocking itself cannot be avoided. A UE may not be scheduled for several consecutive subframes in case where all the PDCCH candidates given in the UE’s search space are occupied by other users. In order to avoid this consecutive blocking event, UE-specific search spaces should be reconfigured subframe by subframe. This is why the subframe number is used as the input value of hash function.
Here, we captured the following requirements of hash function: 
· Hash function should evenly distribute UE-specific search spaces determined by UEID, 
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· Hash function should reconfigure UE-specific search spaces depending on the subframe number, 
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In sum, Y in (1) should be determined by both 
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 for any m, i.e. Y should not be dominated by either 
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3.2 Analysis of the currently agreed hash function

Let’s investigate the behavior of the currently agreed hash function given in (1). By applying modulo-m to k, l, and X, we get
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Then (1) can lead to
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Note that 
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Let’s consider the case of 
[image: image22.wmf]16

m

=

. Y is determined by not 
[image: image23.wmf]UE

i

 but 
[image: image24.wmf]SUBFRAME

i

 because of 
[image: image25.wmf]0

SUBFRAME

Xi

=

. Since the search space is defined regardless of UEID, all the UEs will share the same UE-specific search space. This definitely violates the first requirement discussed in the previous subsection. The problem comes from the definition of X in (2). Even though X is defined to reflect both UEID and the subframe index, partial information of X contributes to the hash function due to the property of modular arithmetic.
If we modify the definition of X to 
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, this does not solve the problem yet. With this definition, the search space will be determined only by partial bits of UEID. The second requirement of hash function is not fulfilled by this modification.
3.3 New definition of X
In this subsection, we suggest new definition of X to solve the problem identified in the previous subsection. This modification is a minor change from the current agreement in the sense that it won’t change the formula of the hash function in (1). Suggestion is to define X as a cyclic shifted version of 
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where q denotes a constant and 
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 circularly shifts the bits of  by the shift value .
UEID, 
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 and randomly chosen for a user. Since the UEID bit sequence itself is a uniformly distributed random variable, defining 
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 guarantees the first requirement that UE-specific search spaces determined by UEID are evenly distributed. Note that (5) defines 
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The cyclic shift operation in (5) generates a permutated bit-sequence of 
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. Hence, the new definition of X in (5) fulfills the second requirement that UE-specific search spaces are reconfigured subframe by subframe.
Probability of consecutive search space collision between UEs relies on the parameter of q in (5). For example, let’s assume 
[image: image40.wmf]16

m

=

. 
[image: image41.wmf]0

X

 will be determined by the last 4 least significant bits 
[image: image42.wmf]3210

{,,,}

aaaa

 of 
[image: image43.wmf]UE

i

 in the first subframe. If we select 
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 in the second subframe. The UEs whose UEID has the same bits 
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 share the same search space in the first subframe. Among them, the UEs whose UEID has the same bits 
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 share the same search space in the second subframe. If a UE’s 
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, then they will define different search spaces in the second subframe, i.e. consecutive collision in the search space is avoided in the second subframe between these UEs. The conditional probability of search space collision in subframe 
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 in the second subframe and the UEs whose UEID has the same bits 
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 share the same search spaces during the first and second subframes. With 
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Appropriate values of q should meet the following conditions:

· 
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· Since 
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 does. We can limit the meaningful region of q to the natural numbers smaller than 16.
· 
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· If the UEID bits contributing to 
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are totally changed from the previous subframe, then probability of consecutive search space collision is minimized. This condition is meaningful especially when m is a power of 2.
· 
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 is an odd number.
· If q is a power of 2, then the UEID bits contributing to 
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can be repeated every (16/q)-th subframe. If q is a even number, then the contribution bits can also be repeated. Hence, an odd 
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 is recommended to ensure no repetition of UEID bits contributing to 
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Table 1 lists the suggested values for q, which are determined considering the conditions above.

Table 1. Suggested q values

	m≤4
	q = 3

	4<m≤16
	q = 5

	16<m≤64
	q = 7

	64<m≤128
	q = 9


3.4 Other parameters of hash function

Parameters 
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 and 
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 in (1) should be specified. Since these parameters are neither UE-specific nor subframe-specific, they do not change the property of hash function. Following conditions should be taken into account in selecting the parameters:
· 
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· Because 
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 is just an offset, an arbitrary integer of 
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 does not hurt the requirements of hash function. According to (4), we can limit the meaningful region of 
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· Similarly 
[image: image83.wmf]km

<

 is meaningful. Moreover, if both 
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 does not hurt the requirements of hash function.
Taking into account the above and considering low computational complexity of hash function, we suggest 
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. Then the final equation of the hash function is given by
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4. Derivation of PDCCH candidates from the outcome of hash function
The outcome of hash function just indicates the first PDCCH candidate. Assume that a UE obtain 
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 from the hash function for LCCE-CCE aggregation in a particular subframe. Then its first PDCCH candidate on the corresponding UE-specific search space is composed of the 
[image: image92.wmf]CCE

L

 consecutive CCEs indexed from 
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. We have to specify how to define the other PDCCH candidates on the search space. Following two alternatives were discussed:

· Alternative 1: The CCEs aggregated for PDCCH candidate n are the 
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· Alternative 2: The CCEs aggregated for PDCCH candidate n are the 
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Note that Alternative 1 can be explained as a special case of Alternative 2 with 
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Figure 1. An example of blocking with Alternative 1
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Figure 2. An example of blocking with Alternative 2

Figure 1 illustrates an example case of blocking if Alternative 1 is adopted. Since there are 17 CCEs available, we have 17, 8, 4, and 2 PDCCH candidates on UE-specific search spaces of aggregation levels 1, 2, 4, and 8, respectively. The outcomes of hash function that a UE obtains in this particular subframe are Y=1, 2, 2, 0 for aggregation levels 1, 2, 4, and 8, respectively. Alternative 1 specifies consecutive PDCCH candidates so that the UE’s PDCCH candidates are the ones colored by yellow in Figure 1. Let’s assume another UE already occupied the PDCCH candidate 0 on the search space of 8-CCE aggregation. Then the PDCCH candidates consisting of the CCEs belonging to the occupied PDCCH candidate are all blocked off due to the tree structure of CCE aggregation. According to the example in Figure 1, the UE had 6 PDCCH candidates on the search space of 1-CCE aggregation but it lost all of them due to the occupancy of PDCCH candidate 0 of 8-CCE aggregation.
Figure 2 illustrates an example case of blocking if Alternative 2 is adopted. Since
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 is applied to aggregation levels 2 and 4, the UE uses different PDCCH candidates on the search space of those aggregation levels even with the same outcomes of hash function.

The reason why 
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 is still used for the other aggregation levels is that some PDCCH candidates may overlap even within a search space due to small m compared to the number of candidates. In order to distribute PDCCH candidates as much as possible without overlap, we assume
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where N denotes the number of PDCCH candidates on the search space. From (7), we can derive 
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 for aggregation levels 1, 2, 4, and 8, respectively.

Even though another UE already occupied the PDCCH candidate 0 on the search space of 8-CCE aggregation, the UE still have 2 PDCCH candidates on the search space of 1-CCE aggregation according to Figure 2. Alternative 2 solves the problem that Alternative 1 may result in the blocking of all the PDCCH candidates on a search space. We suggest Alternative 2 along with (7) for determination of 
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5. Conclusion
In this document, we analyzed the currently agreed hash function and found a critical problem. We propose to modify the definition of X to solve the problem. Suggested hash function is
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Note that 
· m is the number of PDCCH candidates on UE-specific search space of aggregation level LCCE and given by 
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 where 
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 denotes the number of CCEs in the subframe.
· iUE and iSUBFRAME are the 16-bit UEID and the subframe number, respectively.
· q is an odd number dependent on m and suggested values are given in Table 1.
The suggested hash function guarantees evenly distributed UE-specific search spaces and reduces the probability of consecutive search space collisions between UEs.
From the outcome of hash function, Y, PDCCH candidates on a UE-specific search space are derived. In this document we compared two alternatives and conclude to suggest Alternative 2 which is as follows:
	The CCEs aggregated for PDCCH candidate n are the 
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 circularly consecutive CCEs indexed from 
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where 
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 where N denotes the number of PDCCH candidates to be defined on the search space of each aggregation level.
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