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Introduction

In [6] Nortel has proposed a description of compressed mode by puncturing in which RM pattern algorithm would be modified, and some dummy bits that we call here prune bits (bit p) would be introduced.

We think that the description made by Nortel is a bit unclear, and we consider an alternative and very similar method, where the prune bits are inserted in the 1st IL. 

We also make a summary of the possible policies for the de-shuffling in the 1st IL with corresponding advantages and drawbacks.

We would like to stress that whatever the policy followed a crucial requirement is that the behaviour in normal mode is unchanged, and a desirable requirement is that the same ILing algorithms be used both in normal and compressed mode, except for a different set of parameters.
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Notations
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 denotes the Bit Reversal function on log2(F) bits. In other words BRF is a permutation of the set {0, 1, …, F-1} with the following examples :
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General on modifying Nortel's proposal by enhancing "1st ILing"

We had the feeling that in the new RM pattern algorithm proposed by Nortel the prune bits insertion decision is not connected to the repeat / puncture decision. We would like Nortel to confirm this. 

So, this means that the prune bits (bits p) insertion and removal are steps independent from the RM, and these steps could be new boxes added into the flow of the CCTrCH. However, it seems more appropriate, as in Nortel's proposal, to put these two new steps into existing boxes that can accomodate them nicely.

We think that the prune bit insertion would be more clearly understood if it was done during the 1st IL. Putting this in the RM pattern determination algorithm really makes it unclear. In affecting the CCTrCH in the same way in the end, it would be simpler to make a slight modification of the 1st IL description, that is conceptually easier to understand, rather than this thing in the RM pattern determination.

We also think that the proposal would be simpler if the prune bit removal was done at the 1st IL output and not afterwards. We don't see the benefit of removing the prune bits later, except the somewhat political argument that this allow to keep the radio frame segmentation as an equal segmentation. In fact, when you see the impact on the whole chain, making an unequal segmentation is not more complex than removing prune bits later. 

Moreover, removing the prune bits as early as at the 1st IL output is more technology neutral: this way you don't need to have real prune bit indicators stored in memory and accessed, but, instead, you can make the 1st IL with an address generator that generates the read and write addresses with some comparer that make you skip the prune bits. This kind of implementation is very common and convenient when pruning an IL, and it has the advantage of fewer accesses to data memory.

In a nutshell we say that the Nortel proposal would :

· Gain in clarity if the prune bit insertion was not done during the RM step but during the 1st IL step.

· Gain in simplicity of implementation if the prune bit removal was done at the output of 1st IL, thus having no longer any prune bit handling in the sequel.

Finally, we keep the same advantage of Nortel's proposal, that the algorithms in use are the same both in CM and in normal mode, just the parameters change.

Insertion and removal of prune bits in the 1st IL

For TrCH i we have :

Qi bits. to be interleaved
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where 
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 denotes the size of radio frame segmentation segment number c (numbering from 0).

We propose the following description :

Ri and Ci are the respective row number and column number of the 1st IL. They are defined as:

Ci = Fi
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So we have the following description for 1st IL :

 -- colomn-wise bit counter initialisation

col = 0 

while col < Fi do

cbi[col] = 0

end do

-- write in

n = 0

while n < Ri ( Ci do


col = n mod Fi

if cbi[col] < 
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xi,n = hi,m


m = m+1



cbi[col] = cbi[col]+1


else



xi,n  = p


endif


n = n +1

end do

 -- column permutation

n = 0

while n < Ri ( Ci do


m = 
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yi,n = xi,m

n = n +1

end do

 -- read out

n = 0

m = 0

while n < Ri ( Ci do


zi,m = yi,m

n = n +1


m = (m +Fi) mod Ri ( Ci
end do

 -- pruning

n = 0

m = 0

while n < Ri ( Ci do


if zi,n != p  then



qi,m = zi,n



m = m +1


end if


n = n +1

end do

This is can be graphically described in the following example :

· Qi = 17
· Fi = 4
· 
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1st step is to bar some of the square in the 5(4 matrix. Barred squares are shown hatched. For c going from 0 to Fi-1. The first 
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 square of column c are barred.
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Following step is to fill in the matrix along the rows with skipping barred squares :
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Following step is the well established column permutation:
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The final step is the read-out along the columns, excluding the barred squares :
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The shuffling of segments corresponding to this method is shown below
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The figures shows that the segment corresponding to the compressed frame (segment 1) is not perfectly shuffled. This might lead to some degradation compared to other shuffling algorithms, if for instance the compressed frame is badly affected because of TPC recovery. 

Summary of different de-shuffling policies.

Here we make a summary of the different shuffling policies. It is to be noted that whatever the policy, the same algorithm can be used both in normal mode and in compressed mode, and the behaviour in normal mode is unchanged, so if the network does not implement CM method A2, then there is no impact.


policy
variations
advantage
drawback

1st IL unchanged
-
simple
can cause some degradation of the ILing as mentioned in [7]

1st IL with matrix column having forbidden elements (prune bits)
position of prune bit removal
allows to keep equal segmentation when the prune bit removal is done after radio frame segmentation
shuffling is not optimal, but it seems to be enough to solve the problem of [7].

1st IL with de-shuffling algorithm of [5] or [4]
choice of the shuflfing algortihm
shuffling is perfect.
complexity compared to use of prune bits needs to be very carefully evaluated before going into this.

Conclusion

In this paper we have shown that Nortel's proposal [6] can be described more simply, and can be improved by removing the prune bits earlier.

Also we have made a comparison of the different de-shuffling policies. 
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