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5.2 Introduce condition & action into rule 

This sequence diagram describes how a specific policy rule is managed. A rule consists generally of conditions and of actions, the latter being evaluated if all conditions evaluate to true. 

This sequence includes:

- creation of a condition and introduction of it into the rule.

- retrieval of an already defined action object from a repository and introduction into the rule.

- establishing a transaction bracket

Presumption: The Application got a reference to the group, e.g. by having performed the sequence "create&modify" domain. 
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1:
Opens the transaction bracket. 

2:
creates a rule object in the group by passing the name as parameter. The method returns the reference to the new rule object. 

3:
Closes the transaction bracket. 

4:
Opens the transaction bracket. 

5:
After having created the rule object one can "fill" it with actions and conditions. Here a condition is created on the rule object, thus becoming a part of the rule. Conditions defined in such a way cannot be reused in other rules. For this the repository approach should be used. 

Parameters passed are the condition name and the condition type. 

Returns a reference to this condition object.

Note that: the type of condition object that is to be created must be one of those specified in TpPolicyConditionType, section 11.1.4.

The method createCondition() is used to create a new instance of a condition type in the repository or rule. This method passes the name of the condition, the type of the condition and an approriate set of attribute-value pairs. Note that it is necessary to include, within the conditionAttributes argument of createCondition(), all those attribute-value pairs that are not inherited from IpPolicyCondition - if the inherited attribute-value pairs are included in this argument then their assigned values will override the values assigned prior to this assignment. Thus, for example, if the new condition type to be created is TpPolicyExpressionCondition, then the attribute named  "Expression" and its value must be included in conditionAttributes (also see section 8.1.12). Note that this call may throw an exception if the value of "Expression" is not parsable.

The steps to create an action object instance are similar to those taken to create a condition object instance. We use the method createAction() to create a new action instance. Note that an action object must be one of those specified in TpPolicyActionType, section 11.1.7. It is necessary to include all the attribute-value pairs that are not inherited from IpPolicyAction, in the actionAttributes argument of createAction() .

6:
Closes the transaction bracket. 








7:
Now we're using the repository approach, i.e. reusable condition or action objects. In this example we reuse an action. 

For that purpose we ask at the IpPolicyManager interface for a reference to a named repository. 

The repository name is passed.

Returns the reference to the repository. 

8:
If we know already the name of the action object one retrieves the action directly by passing the name as parameter. Otherwise one has to retrieve the name first by using an action iterator.

Returns a reference to the action object. 

9:
Opens the transaction bracket. 

10:
Now, the action(s) must be assigned to the rule. Furthermore and different to the conditions, one has to assign an ordering number to the action.

Passed parameter is the action list, which is a list of action reference/ sequence pairs. 

11:
After having created or retrieved all needed conditions they must be assigned to the rule. This is done by passing the list of condition to that method.

This is explicitly done by passing TpPolicyConditionList again consisting of TpPolicyConditionListElements which contains the reference the IpPolicyRule object created with message 2.

If the rule is active, this will then cause the expression defined in the condition to be evaluated (as often as necessary).  Note that the binding between the variables referenced in the expression and the instances of the variable available is done each time the expression is evaluated. That is, when evaluating a variable reference, each enclosing domain is searched in order (from closest to farthest) for a matching variable. If one is found, it is used. If no matching variable is set, the expression condition fails (evaluates to FALSE). 

Activation of actions is done similarly. 

12:
Closes the transaction bracket. 

5.3 Create & receive an event 

This sequence shows how policy events are used. 

For clarification we list the different policy related objects used:

- IpPolicyEventDefinition: The "template"  used to define allowable events. The template is used to define formally a distinct type of rule condition and rule action, namely, IpPolicyEventCondition and IpPolicyEventAction.

- IpPolicyEventCondition: A special instance of a policy condition used in a rule.  The condition evaluates to "True" on the occurrence of the event instance that is formally associated with it.- IpPolicyEventAction: A special instance of a policy action used in a rule. The action results in the generation of an instance of the formal event associated with it.

- TpPolicyEvent: This data type is passed as a parameter in the formal notification (to a client) of the occurrence of an instance of an event. 

Presumption: The reference to a rule has been somehow retrieved.  
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1:
All changes of policy objects must be performed in a transaction bracket. This method opens the bracket. 

2:
This method creates a new event type. Event definitions describe the attributes of a specific event class, which can than be instantiated as policy condition or policy event. Returns the reference to the newly created EventDefinition instance which then can be modified according to ones needs. 

3:
Now, after having created a new instance of a policy event definition, one can set the required attributes by passing the respective attribute set ... 

4:
... and the optional attributes. Such attributes may be (...). 

5:
This method can be used to test the newly created event by passing a attribute set and checking whether the expected event is generated. 

6:
This createCondition() method creates locally an instance of PolicyTimePeriodCondition defining the validity period of this rule.

Returns a reference to the new instance of IpPolicyTimePeriodCondition object.

Using createCondition() assign the appropriate values to relevant attributes of this new instance of IpPolicyTimePeriodCondition. For example, 

TpAttribute.AttributeName = "TimePeriod"

TpAttribute.AttributeValue.SimpleValue.StringValue =   "20000101T080000/20000131T120000"

the latter indicating the time period  "January 1, 2000, 0800 through January 31, 2000, noon".

7:
Using the reference got with createCondition() the validity period is set to rule. Before this created condition will not become valid. 











8:
The assignment of a policy event is made as for other actions. The difference is the action type passed as parameter: it MUST be of type IpPolicyEventAction. 

Passed parameters are the name of the created action, the action type and the attributes of the action; one of these attributes refers by name to the event definition as created before in this sequence.

Returns the reference to the newly created action object. 

9:
This method activates the action (here the action event) for this rule. After creation this action is not yet active.

The name of the action object is passed. 

10:
This closes the transaction bracket. 

11:
Now -- independently of the activities before -- the application can register with the policy domain for events of a certain type. If such an event occurs (as a result of rule's action) the application is notified.

Passed parameters are the callback interface reference and the list of event types the application is interested in.

Returns a sessionID. 

12:
In the policy engine complex, a certain event action is performed leading to an event the application registered for. In that case, the application is notified via the callback interface whose reference has been sent with enablePolicyNotification().

Parameters are the sessionID relating the this notification to the specific enablePolicyNotification()-call and the policyEvent arising. 

5.5 ASP offering services to prepaid subscribers 

The example shown here is based on an Application Service Provider (ASP) offering services to the prepaid subscribers of a certain Network Operator. The ASP discovers that, as part of the business logic of the applications it offers, the prepaid credit of the subscriber needs to be verified with regards to the current charge for the service in order to determine whether the purchase should be allowed or not. Rather than including this credit check in the business logic of each and every application that the ASP has in its service portfolio, the ASP may decide to enable a Policy Rule to be hosted in the Policy Engine of the Network Operator. 
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1:
For the sake of this example, all activities to create a Domain, a Group, and the Rule are contained within a single transaction. The method startTransaction is used by the application to open the transaction. 

2:
The rule in this simplistic example is part of a single group, which in turn is contained within a single domain. The application creates that domain by invoking the method createDomain. The value of the parameter domainName is "eCommerceDomain". 

3:
As a result of the createDomain method a new instance of the IpPolicyDomain interface is created. Its interface reference is returned as return parameter of the createDomain method. 

4:
Once the domain is created a group is created within that domain. The application invokes the createGroup method, where the parameter groupName has value "PrePaidGroup". 

5:
As a result of the createGroup method a new instance of the IpPolicyGroup interface is created. Its interface reference is returned as return parameter of the createGroup method. 

6:
At this point in time there exists the "PrePaidGroup" group within the "eCommerceDomain" domain. The actual rule can be created, using the method createRule. The parameter ruleName has value "SufficientCreditRule". The new rule SufficientCreditRule has the following attributes:

-
Enabled == TRUE; the policy rule is currently enabled.

-
RuleUsage == NULL; no free-format usage recommendation is provided.

-
Priority == 0; default value, as there is only one rule.

-
Mandatory == TRUE; mandatory rule, evaluation of the expression must be attempted

-
PolicyRoles == NULL; no roles defined

-
ConditionListType == P_PM_DNF; disjunctive normal form (DNF)

-
SequencedActions == 3; don't care, as there is only one rule. 

7:
A new instance of the IpPolicyRule interface is created. createRule returns the reference to this newly created interface. 

8:
Once an instance of IpPolicyRule exists, the actual policy rule can be constructed by means of conditions and actions. Invoking the method createCondition creates the condition. The parameter conditionName has value "SufficientCredit". The parameter conditionType has value "P_PM_EXPRESSION_CONDITION", to indicate that the condition must satisfy certain expressional syntax. The parameter conditionAttributes is a set of structures. For this example the set contains of only one attribute structure.

-
ConditionAttribute.AttributeName = "SufficientCreditExpression"


-
ConditionAttribute.AttributeValue.SimpleValue.StringValue = "PrePaidCredit > CurrentCharge"

Note that the variables "PrePaidCredit" and "CurrentCharge" in the expression of AttributeValue are assumed to be defined a priori. The value of the expression is derived from the core grammar expressed in the PM information model.  

9:
A new instance of the IpPolicyExpressionCondition interface is created. 

10:
The construction of the rule is completed by creating the action that is to be performed when the condition expression evaluates to TRUE. The parameter actionName has value "PurchaseAllowed". The parameter actionType has value "P_PM_EXPRESSION_ACTION" to indicate that the action must satisfy certain expressional syntax. The actionAttributes are again a set containing of only one structure.

-
ActionAttribute.AttributeName = "PurchaseAllowedExpression"


-
ActionAttribute.AttributeValue.SimpleValue.StringValue = "AllowedPurchase == TRUE".  

11:
A new instance of the IpPolicyExpressionAction interface is created. 

12:
The attributes for the condition are set by invoking the method setConditionList. The conditionList is a list consisting of one structure:

-
conditionList.Condition == <reference to the IpPolicyCondition interface returned by 9>

-
conditionList.GroupNumber == 1; indicates how the conditions need to be grouped in DNF or CNF in case more groups of rules exist.

-
conditionList.Negated == FALSE. 

13:
The attributes for the action are set by invoking the method setActionList. The actionList is a list consisting of only one structure:

-
actionList.Action == <reference to the IpPolicyAction interface returned by step 10>

-
actionList.SequenceNumber == 1; 

14:
The "SufficientCreditRule" now exists in the "PrePaidGroup" of the "eCommerceDomain". The rules is as follows:

IF " PrePaidCredit > CurrentCharge " THEN "AllowedPurchase == TRUE". This policy rule is enabled upon creation and it is mandatory for the policy engine to evaluate the rule.

The class IpPolicyDomain is defined as a generalized aggregation container, enabling PolicyDomains, PolicyGroups, and PolicyRules to be aggregated in a single container. The following figure shows how this container looks for the example.

  +-------------------------------------------------------------+

  |PolicyDomain "eCommerceDomain"                               |

  |                                                             |

  |    +---------------------------------------------------+    |

  |    |PolicyGroup "PrePaidGroup"                         |    |

  |    |                                                   |    |

  |    | +----------------------------------------------+  |    |

  |    | |PolicyRule "SufficientCreditRule"             |  |    |

  |    | |                                              |  |    |

  |    | | +-------------------+  +-------------------+ |  |    |

  |    | | |PolicyCondition    |  |PolicyAction       | |  |    |

  |    | | | "SufficientCredit"|  | "PurchaseAllowed" | |  |    |

  |    | | +-------------------+  +-------------------+ |  |    |

  |    | +----------------------------------------------+  |    |

  |    +---------------------------------------------------+    |

  +-------------------------------------------------------------+ 

8.12.1 Attributes

CommonName : TpString

The identifier used to distinguish instances of a give class of objects within a container. It is defined and referenced by the 'name' parameter used in most API methods. 

PolicyKeywords : TpStringSet

This attribute provides a set of one or more keywords that a policy administrator may use to assist in characterizing or categorizing a policy object.  Keywords are of one of two types:

o  Keywords defined in this document, or in documents that define subinterfaces of the interfaces defined in this document.  These keywords provide a vendor-independent, installation-independent way of characterizing policy objects.

o  Installation-dependent keywords for characterizing policy objects. Examples include "Engineering", "Billing", and "Review in December 2000".

This document defines the following keywords:  "P_PM_KEYWORD_UNKNOWN", " P_PM_KEYWORD_CONFIGURATION", " P_PM_KEYWORD_USAGE", " P_PM_KEYWORD_SECURITY", " P_PM_KEYWORD_SERVICE", " P_PM_KEYWORD_MOTIVATIONAL", " P_PM_KEYWORD_INSTALLATION", and " P_PM_KEYWORD_EVENT".  These concepts were originally defined in [PCIM].

One additional keyword is defined:  " P_PM_KEYWORD_POLICY".  The role of this keyword is to identify policy-related instances that would not otherwise be identifiable as being related to policy.  It may be needed in some repository implementations.

Documents that define subinterfaces of the Policy Information Model interfaces SHOULD define additional keywords to characterize instances of these subinterfaces.  By convention, keywords defined in conjunction with interface definitions are in uppercase.  Installation-defined keywords can be in any case. 

Caption : TpString

This attribute provides a one-line description of a policy-related object. 

Description : TpString

This attribute provides a longer description than that provided by the caption attribute. 

Expression : TpString

The expression to be evaluated as the condition. 
In case this SCF supports both BNF and XML, then the TpAttributeTagInfo of the TpAttribute that populated this expression is used to distinguish between XML and BNF string contents.  A TpAttributeTagInfo value of P_XML_TYPE indicates XML as contents of the Expression attribute and a TpAttributeTagInfo value of P_SIMPLE_TYPE indicates BNF as contents of Expression attribute.
The BNF describing the expression is defined as follows:

Expression:= VariableName <Comparison Operator> Constant or VariableName | VariableName <Arithmetic Operator> Constant or VariableName <Comparison Operator> Constant or VariableName | (VariableName<ArithmeticOperator>Constant or VariableName) <ArithmeticOperator> Constant or VariableName <Comparison Operator> Constant or VariableName

It is assumed that the Policy Engine is able to parse an expression defined in the above BNF. The BNF may be extended as appropriate. 

Note that:

1.
Variable is assumed to be one of type {P_INT32, P_FLOAT or P_STRING} and consistency of type is assumed when an expression is being defined. 

2.
Comparison Operator is one of: {==, !=, <=, >=}, and, Arithmetic Operator is one of {*, +, -, /}. These are reserved symbols. Note that when Variable is of type P_INT32 or P_FLOAT the Comparison and Arithmetic operators have the 'usual' meanings. When Variable is of type string, the comparison operators are the 'standard' string comparison operators. However, the only applicable Arithmetic operators are: 

'*' := string concatenation, e.g., abc*cde12 is the string abccde12

'-' := string (positional) difference, e.g., ABCD - ABCD is the null string but abcdef-abc is the string 'def'

'/' := string (positional) overlap, e.g., acbcd/acBCd is the string 'acd' 

3.
Example showing an expression formed using Variables of type P_FLOAT (or P_INT32):  (bandwidth.allocated - bandwidth.used)/100 >= 36 

Note that 'bandwidth' is assumed to be the name of a set of variables and 'allocated' & 'used' are variables (attributes) included in that set. 

8.14.1 Attributes

CommonName : TpString

The identifier used to distinguish instances of a give class of objects within a container. It is defined and referenced by the 'name' parameter used in most API methods. 

PolicyKeywords : TpStringSet

This attribute provides a set of one or more keywords that a policy administrator may use to assist in characterizing or categorizing a policy object.  Keywords are of one of two types:

o  Keywords defined in this document, or in documents that define subinterfaces of the interfaces defined in this document.  These keywords provide a vendor-independent, installation-independent way of characterizing policy objects.

o  Installation-dependent keywords for characterizing policy objects. Examples include "Engineering", "Billing", and "Review in December 2000".

This document defines the following keywords:  "P_PM_KEYWORD_UNKNOWN", " P_PM_KEYWORD_CONFIGURATION", " P_PM_KEYWORD_USAGE", " P_PM_KEYWORD_SECURITY", " P_PM_KEYWORD_SERVICE", " P_PM_KEYWORD_MOTIVATIONAL", " P_PM_KEYWORD_INSTALLATION", and " P_PM_KEYWORD_EVENT".  These concepts were originally defined in [PCIM].

One additional keyword is defined:  " P_PM_KEYWORD_POLICY".  The role of this keyword is to identify policy-related instances that would not otherwise be identifiable as being related to policy.  It may be needed in some repository implementations.

Documents that define subinterfaces of the Policy Information Model interfaces SHOULD define additional keywords to characterize instances of these subinterfaces.  By convention, keywords defined in conjunction with interface definitions are in uppercase.  Installation-defined keywords can be in any case. 

Caption : TpString

This attribute provides a one-line description of a policy-related object. 

Description : TpString

This attribute provides a longer description than that provided by the caption attribute. 

Expression : TpString

The expression that should evaluated. 

In case this SCF supports both BNF and XML, then the TpAttributeTagInfo of the TpAttribute that populated this expression is used to distinguish between XML and BNF string contents.  A TpAttributeTagInfo value of P_XML_TYPE indicates XML as contents of the Expression attribute and a TpAttributeTagInfo value of P_SIMPLE_TYPE indicates BNF as contents of Expression attribute.
 The BNF describing the expression is defined as follows:

Expression:= VariableName<AssignmentOperator>Constant or VariableName<ArithmeticOperator> Constant or VariableName | VariableName<AssignmentOperator>Constant

It is assumed that the Policy Engine is able to parse an expression defined in the above BNF. The BNF may be extended as appropriate. 

Note that:

1.
Variable is assumed to be one of type {TpInt32 P_INT32, P_FLOAT or P_STRING }  and consistency of type is assumed when an expression is being defined. 

2.
Assignment Operator is denoted by the symbol (within quotes) '='. The assignment operator assigns the value of the 'right hand side' to the variable on the 'left hand side' -- see example below. Arithmetic Operator is one of {*, +, -, /}. All the above mentioned symbols are reserved symbols. Note that when Variable is of type P_INT32 or P_FLOAT the Arithmetic operators have the 'usual' meanings. When Variable is of type string the only applicable operators are the operators (within quotes) '*' (concatenation),  '-' (string difference) and '/' (string overlap).

3.
Example showing an  assignment expression formed using Variables of type P_FLOAT (or P_INT32): content.charge = content.charge - 30

Note that 'content' is assumed to be the name of a set of variables and 'charge' is a variable (attribute) included in that set.  In the above example, the value of content.charge is decremented by 30. 

10 PM Service Properties

The following table lists properties relevant to all the PM SCFs

	Property
	Type
	Description

	P_SUPPORTED_ATTRIBUTE_TAGS
	STRING_SET
	Lists the supported attribute tags defined by TpAttributeTagInfo

	P_SUPPORTED_SIMPLE_ATTRIBUTE_TYPES
	STRING_SET
	Lists the supported attribute types defined by TpSimpleAttributeTypeInfo

	P_SUPPORTED_STRUCTURED_ATTRIBUTE_TYPES
	STRING_SET
	Lists the supported attribute types defined by TpStructuredAttributeType, e.g. P_org/csapi/TpAddress.

	P_SUPPORTED_XML
	STRING_SET
	Lists the supported versions of XML specifications such as XML schema specifications (e.g. through URLs), XML versions (e.g. version 1.0) or XPath (e.g. version 1.0)


Implementations of the PM APIs shall have the Service Properties set to the indicated values at a minimum:

P_SUPPORTED_ATTRIBUTE_TAGS = { 

P_SIMPLE_TYPE

}

P_SUPPORTED_SIMPLE_ATTRIBUTE_TYPES = { 

P_STRING, 

P_FLOAT, 

P_INT32,

}
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