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Figure: Integrity Management Package Overview 
**************    End of Change # 1   ************************

**************   Start of Change # 2    ***********************

7.3.3.1 Interface Class IpAppFaultManager 

Inherits from: IpInterface.
This interface is used to inform the application of events that affect the integrity of the Framework, Service or Client Application.  The Fault Management Framework will invoke methods on the Fault Management Application Interface that is specified when the client application obtains the Fault Management interface: i.e. by use of the obtainInterfaceWithCallback operation on the IpAccess interface 

	<<Interface>>

IpAppFaultManager

	

	activityTestRes (activityTestID : in TpActivityTestID, activityTestResult : in TpActivityTestRes) : void

appActivityTestReq (activityTestID : in TpActivityTestID) : void

<<deprecated>>fwFaultReportInd (fault : in TpInterfaceFault) : void

<<deprecated>>fwFaultRecoveryInd (fault : in TpInterfaceFault) : void

<<deprecated>> svcUnavailableInd (serviceID : in TpServiceID, reason : in TpSvcUnavailReason) : void

genFaultStatsRecordRes (faultStatistics : in TpFaultStatsRecord, serviceIDs : in TpServiceIDList) : void

<<deprecated>>fwUnavailableInd (reason : in TpFwUnavailReason) : void

activityTestErr (activityTestID : in TpActivityTestID) : void

genFaultStatsRecordErr (faultStatisticsError : in TpFaultStatisticsError, serviceIDs : in TpServiceIDList) : void

appUnavailableInd (serviceID : in TpServiceID) : void

genFaultStatsRecordReq (timePeriod : in TpTimeInterval) : void

<<new>> svcAvailStatusInd (serviceID : in TpServiceID, reason : in TpSvcAvailStatusReason) : void
<<new>> fwAvailStatusInd (reason : in TpFwAvailStatusReason) : void



7.3.3.1.1 Method activityTestRes()

The framework uses this method to return the result of a client application-requested activity test. 

Parameters

activityTestID : in TpActivityTestID

Used by the client application to correlate this response (when it arrives) with the original request.
activityTestResult : in TpActivityTestRes

The result of the activity test.
7.3.3.1.2 Method appActivityTestReq()

The framework invokes this method to test that the client application is operational. On receipt of this request, the application must carry out a test on itself, to check that it is operating correctly.  The application reports the test result by invoking the appActivityTestRes method on the IpFaultManager interface. 

Parameters

activityTestID : in TpActivityTestID

The identifier provided by the framework to correlate the response (when it arrives) with this request.
7.3.3.1.3 Method <<deprecated>> fwFaultReportInd()

This method is deprecated and will be removed in a later release.  It is strongly recommended not to implement this method. The new method fwAvailStatusInd shall be used instead, using the new type of reason parameter to inform the Application the reason why the Framework is unavailable.

The framework invokes this method to notify the client application of a failure within the framework. The client application must not continue to use the framework until it has recovered (as indicated by a fwFaultRecoveryInd).  

Parameters

fault : in TpInterfaceFault

Specifies the fault that has been detected by the framework.
7.3.3.1.4 Method <<deprecated>> fwFaultRecoveryInd()

This method is deprecated and will be removed in a later release.  It is strongly recommended not to implement this method. The new method fwAvailStatusInd shall be used instead, using the new type of reason parameter to inform the Application when the Framework becomes available again.

The framework invokes this method to notify the client application that a previously reported fault has been rectified.  The application may then resume using the framework.  

Parameters

fault : in TpInterfaceFault

Specifies the fault from which the framework has recovered.
7.3.3.1.5 Method <<deprecated>> svcUnavailableInd()

This method is deprecated and will be removed in a later release.  It is strongly recommended not to implement this method. The new method svcAvailStatusInd shall be used instead, using the new type of reason parameter to inform the Application the reason why the Service is unavailable and also when the Service becomes available again.

The framework invokes this method to inform the client application that it may experience difficulties using its instance of the indicated service. 

Parameters

serviceID : in TpServiceID

Identifies the affected service.
reason : in TpSvcUnavailReason

Identifies the reason why the service is no longer available
7.3.3.1.6 Method genFaultStatsRecordRes()

This method is used by the framework to provide fault statistics to a client application in response to a genFaultStatsRecordReq method invocation on the IpFaultManager interface.  

Parameters

faultStatistics : in TpFaultStatsRecord

The fault statistics record.
serviceIDs : in TpServiceIDList

Specifies the framework or services that are included in the general fault statistics record.  If the serviceIDs parameter is an empty list, then the fault statistics are for the framework.
7.3.3.1.7 Method <<deprecated>> fwUnavailableInd()

This method is deprecated and will be removed in a later release.  It is strongly recommended not to implement this method. The new method fwAvailStatusInd shall be used instead, using the new type of reason parameter to inform the Application the reason why the Framework is unavailable and also when the Framework becomes available again.

The framework invokes this method to inform the client application that it is no longer available. 

Parameters

reason : in TpFwUnavailReason

Identifies the reason why the framework is no longer available
7.3.3.1.8 Method activityTestErr()

The framework uses this method to indicate that an error occurred during an application-initiated activity test.  

Parameters

activityTestID : in TpActivityTestID

Used by the application to correlate this response (when it arrives) with the original request.
7.3.3.1.9 Method genFaultStatsRecordErr()

This method is used by the framework to indicate an error fulfilling the request to provide fault statistics, in response to a genFaultStatsRecordReq method invocation on the IpFaultManager interface. 

Parameters

faultStatisticsError : in TpFaultStatisticsError

The fault statistics error.
serviceIDs : in TpServiceIDList

Specifies the framework or services that were included in the general fault statistics record request.  If the serviceIDs parameter is an empty list, then the fault statistics were requested for the framework.
7.3.3.1.10 Method appUnavailableInd()

The framework invokes this method to indicate to the application that the service instance has detected that it is not responding. 

Parameters

serviceID : in TpServiceID

Specifies the service for which the indication of unavailability was received.
7.3.3.1.11 Method genFaultStatsRecordReq()

This method is used by the framework to solicit fault statistics from the client application, for example when the framework was asked for these statistics by a service instance by using the genFaultStatsRecordReq operation on the IpFwFaultManager interface. On receipt of this request, the client application must produce a fault statistics record, for the application during the specified time interval, which is returned to the framework using the genFaultStatsRecordRes operation on the IpFaultManager interface.  

Parameters

timePeriod : in TpTimeInterval

The period over which the fault statistics are to be generated. Supplying both a start time and stop time as empty strings leaves the time period to the discretion of the client application.
7.3.3.1.12 Method <<new>> svcAvailStatusInd()

The framework invokes this method to inform the client application about the Service instance availability status, i.e. that it can no longer use its instance of the indicated service according to the reason parameter but as well information when the Service Instance becomes available again. On receipt of this request, the client application either acts to reset its use of the specified service (using the normal mechanisms, such as the discovery and authentication interfaces, to stop use of this service instance and begin use of a different service instance). The client application can also wait for the problem to be solved and just stop the usage of the service instance until the svcAvailStatusInd() is called again with the reason SVC_AVAILABLE.  

Parameters

serviceID : in TpServiceID

Identifies the affected service.
reason : in TpSvcAvailStatusReason

Identifies the reason why the service is no longer available or that it has become available again.
7.3.3.1.13 Method <<new>> fwAvailStatusInd()

The framework invokes this method to inform the client application about the Framework availability status, i.e. that it can no longer use the Framework according to the reason parameter but as well information when the Framework becomes available again. The client application may wait for the problem to be solved and just stop the usage of the Framework until the fwAvailStatusInd() is called again with the reason FRAMEWORK_AVAILABLE.  

Parameters

reason : in TpFwAvailStatusReason

Identifies the reason why the framework is no longer available or that it has become available again.
**************    End of Change # 2   ************************

**************   Start of Change # 3    ***********************

7.4.3.4 State Transition Diagrams for IpFaultManager 


[image: image2.wmf] 

Framework 

 

Active

 

Framework Faulty

 

entry/ ^

fwFaultReportInd 

fwAvailStatusInd 

to all applications with 

callback

 

e

xit/ ^

fwFaultRecoveryInd 

fwAvailStatusInd 

to all applications with 

callback

 

Framework Activity Test

 

entry/ test activity of framework

 

exit/ ^IpAppFaultManager.activityTestRes

 

^IpAppFaultManager.activityTestErr

 

Service Activity Test

 

entry/ test activit

y of service

 

exit/ ^IpAppFaultManager.activityTestRes

 

^IpAppFaultManager.activityTestErr

 

genFaultStatsRecordReq ^app.genFaultStatsRecordRes

/Err

 

s

r

v

c

UnavailableInd / test the service, inform service that application is not using it

 

'

change in 

service 

fa

ult' 

availability 

^

svcUnavailableInd 

svcAvailStatusInd 

to all applications using the service

 

IpAccess.endAccess / remove 

 

application from load management

 

IpAccess.obtainInterfaceWithCallback( "FaultManagement" ) / 

 

add application to fault management

 

fault detected in fw

 

no fault detected

 

IpAccess.endAccess / Abort 

 

pending test request

 

fault resolved

 

fault detected in fw

 

activityTestReq[ 

 

empty string ]

 

activityTestReq[ scfID ]

 

IpAccess.endAccess

 

service fault ^

s

r

vUnavailableInd

svcAvailStat

usInd

 to all

 

 applications using the service

 

no fault detected

 

IpAccess.endAccess / 

 

Abort pending test request

 

change in framework availability 

(non fault) 

^fwAvailStatusInd to all applications with callback

 

 

Figure : State Transition Diagram for IpFaultManager 

7.4.3.4.1 Framework Active State

This is the normal state of the framework, which is fully functional and able to handle requests from both applications and services capability features.
7.4.3.4.2 Framework Faulty State

In this state, the framework has detected an internal problem with itself such that application and services capability features cannot communicate with it anymore; attempts to invoke any methods that belong to any SCFs of the framework return an error. If the framework ever recovers, applications with fault management callbacks will be notified via a fwAvailStatusInd message.
7.4.3.4.3 Framework Activity Test State

In this state, the framework is performing self-diagnostic test. If a problem is diagnosed, all applications with fault management callbacks are notified through a fwAvailStatusInd message.
7.4.3.4.4 Service Activity Test State

In this state, the framework is performing a test on one service capability feature. If the SCF is faulty, applications with fault management callbacks are notified accordingly through a svcAvailStatusInd message.
**************    End of Change # 3   ************************

**************   Start of Change # 4    ***********************

8.2 Class Diagrams
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Figure: Integrity Management Package Overview 
**************    End of Change # 4   ************************

**************   Start of Change # 5    ***********************

8.3.4.2 Interface Class IpSvcFaultManager 

Inherits from: IpInterface.
This interface is used to inform the service instance of events that affect the integrity of the Framework, Service or Client Application.  The Framework will invoke methods on the Fault Management Service Interface that is specified when the service instance obtains the Fault Management Framework interface: i.e. by use of the obtainInterfaceWithCallback operation on the IpAccess interface. 















If the IpSvcFaultManager interface is implemented by a Service, at least one of these methods shall be implemented.  If the Service is capable of invoking the IpFwFaultManager.activityTestReq() method, it shall implement activityTestRes() and activityTestErr() in this interface.  If the Service is capable of invoking IpFwFaultManager.genFaultStatsRecordReq(), it shall implement genFaultStatsRecordRes() and genFaultStatsRecordErr() in this interface. 

	<<Interface>>

IpSvcFaultManager

	

	activityTestRes (activityTestID : in TpActivityTestID, activityTestResult : in TpActivityTestRes) : void

svcActivityTestReq (activityTestID : in TpActivityTestID) : void

<<deprecated>>fwFaultReportInd (fault : in TpInterfaceFault) : void

<<deprecated>>fwFaultRecoveryInd (fault : in TpInterfaceFault) : void

<<deprecated>>fwUnavailableInd (reason : in TpFwUnavailReason) : void

svcUnavailableInd () : void

<<deprecated>> appUnavailableInd () : void

genFaultStatsRecordRes (faultStatistics : in TpFaultStatsRecord, recordSubject : in TpSubjectType) : void

activityTestErr (activityTestID : in TpActivityTestID) : void

genFaultStatsRecordErr (faultStatisticsError : in TpFaultStatisticsError, recordSubject : in TpSubjectType) : void

<<deprecated>> genFaultStatsRecordReq (timePeriod : in TpTimeInterval, serviceIDs : in TpServiceIDList) : void

<<new>> generateFaultStatsRecordReq (timePeriod : in TpTimeInterval) : void

<<new>> appAvailStatusInd (reason : in TpAppAvailStatusReason) : void
<<new>> fwAvailStatusInd (reason : in TpFwAvailStatusReason) : void



8.3.4.2.1 Method activityTestRes()

The framework uses this method to return the result of a service-requested activity test. 

Parameters

activityTestID : in TpActivityTestID

Used by the service to correlate this response (when it arrives) with the original request.
activityTestResult : in TpActivityTestRes

The result of the activity test.
Raises

TpCommonExceptions,P_INVALID_ACTIVITY_TEST_ID
8.3.4.2.2 Method svcActivityTestReq()

The framework invokes this method to test that the service instance is operational. On receipt of this request, the service instance must carry out a test on itself, to check that it is operating correctly.  The service instance reports the test result by invoking the svcActivityTestRes method on the IpFwFaultManager interface. 

Parameters

activityTestID : in TpActivityTestID

The identifier provided by the framework to correlate the response (when it arrives) with this request.
Raises

TpCommonExceptions
8.3.4.2.3 Method <<deprecated>> fwFaultReportInd()

This method is deprecated and will be removed in a later release.  It is strongly recommended not to implement this method. The new method fwAvailStatusInd shall be used instead, using the new type of reason parameter to inform the Service the reason why the Framework is unavailable.

The framework invokes this method to notify the service instance of a failure within the framework. The service instance must not continue to use the framework until it has recovered (as indicated by a fwFaultRecoveryInd). 

Parameters

fault : in TpInterfaceFault

Specifies the fault that has been detected by the framework.
Raises

TpCommonExceptions
8.3.4.2.4 Method <<deprecated>> fwFaultRecoveryInd()

This method is deprecated and will be removed in a later release.  It is strongly recommended not to implement this method. The new method fwAvailStatusInd shall be used instead, using the new type of reason parameter to inform the Service when the Framework becomes available again.

The framework invokes this method to notify the service instance that a previously reported fault has been rectified.  The service instance may then resume using the framework. 

Parameters

fault : in TpInterfaceFault

Specifies the fault from which the framework has recovered.
Raises

TpCommonExceptions
8.3.4.2.5 Method <<deprecated>> fwUnavailableInd()

This method is deprecated and will be removed in a later release.  It is strongly recommended not to implement this method. The new method fwAvailStatusInd shall be used instead, using the new type of reason parameter to inform the Application the reason why the Framework is unavailable and also when the Framework becomes available again.

The framework invokes this method to inform the service instance that it is no longer available. 

Parameters

reason : in TpFwUnavailReason

Identifies the reason why the framework is no longer available
Raises

TpCommonExceptions
8.3.4.2.6 Method svcUnavailableInd()

The framework invokes this method to inform the service instance that the client application has reported that it can no longer use the service instance. 

Parameters

No Parameters were identified for this method

Raises

TpCommonExceptions
8.3.4.2.7 Method <<deprecated>> appUnavailableInd()

This method is deprecated and will be removed in a later release.  It is strongly recommended not to implement this method. The new method appAvailStatusInd shall be used instead, using the new reason parameter to inform the Service the reason why the Application is unavailable and also when the application becomes available again.

The framework invokes this method to inform the service instance that the framework may have detected that the application has failed: e.g. non-response from an activity test, failure to return heartbeats. 

Parameters

No Parameters were identified for this method

Raises

TpCommonExceptions
8.3.4.2.8 Method genFaultStatsRecordRes()

This method is used by the framework to provide fault statistics to a service instance in response to a genFaultStatsRecordReq method invocation on the IpFwFaultManager interface. 

Parameters

faultStatistics : in TpFaultStatsRecord

The fault statistics record.
recordSubject : in TpSubjectType

Specifies the entity (framework or application)  whose fault statistics record has been provided.
Raises

TpCommonExceptions
8.3.4.2.9 Method activityTestErr()

The framework uses this method to indicate that an error occurred during a service-requested activity test.  

Parameters

activityTestID : in TpActivityTestID

Used by the service instance to correlate this response (when it arrives) with the original request.
Raises

TpCommonExceptions, P_INVALID_ACTIVITY_TEST_ID
8.3.4.2.10 Method genFaultStatsRecordErr()

This method is used by the framework to indicate an error fulfilling the request to provide fault statistics, in response to a genFaultStatsRecordReq method invocation on the IpFwFaultManager interface. 

Parameters

faultStatisticsError : in TpFaultStatisticsError

The fault statistics error.
recordSubject : in TpSubjectType

Specifies the entity (framework or application) whose fault statistics record was requested.
Raises

TpCommonExceptions
8.3.4.2.11 Method <<deprecated>> genFaultStatsRecordReq()

This method is deprecated and will be removed in a later release.  It cannot be used as described, since the serviceIDs parameter has no meaning.  It is replaced with generateFaultStatsRecordReq().

This method is used by the framework to solicit fault statistics from the service, for example when the framework was asked for these statistics by the client application using the genFaultStatsRecordReq operation on the IpFaultManager interface. On receipt of this request the service must produce a fault statistics record, for either the framework or for the client's instances of the specified services during the specified time interval, which is returned to the framework using the genFaultStatsRecordRes operation on the IpFwFaultManager interface.  If the framework does not have access to a service instance with the specified serviceID, the P_UNAUTHORISED_PARAMETER_VALUE exception shall be thrown.  The extraInformation field of the exception shall contain the corresponding serviceID.  

Parameters

timePeriod : in TpTimeInterval

The period over which the fault statistics are to be generated. Supplying both a start time and stop time as empty strings leaves the time period to the discretion of the service.
serviceIDs : in TpServiceIDList

Specifies the services to be included in the general fault statistics record.  This parameter is not allowed to be an empty list.
Raises

TpCommonExceptions, P_INVALID_SERVICE_ID, P_UNAUTHORISED_PARAMETER_VALUE
8.3.4.2.12 Method <<new>> generateFaultStatsRecordReq()

This method is used by the framework to solicit fault statistics from the service instance, for example when the framework was asked for these statistics by the client application using the genFaultStatsRecordReq operation on the IpFaultManager interface. On receipt of this request the service instance must produce a fault statistics record during the specified time interval, which is returned to the framework using the genFaultStatsRecordRes operation on the IpFwFaultManager interface.   

Parameters

timePeriod : in TpTimeInterval

The period over which the fault statistics are to be generated. Supplying both a start time and stop time as empty strings leaves the time period to the discretion of the service.
Raises

TpCommonExceptions
8.3.4.2.13 Method <<new>> appAvailStatusInd()

The framework invokes this method to inform the service instance that the client application is no longer available using different reasons for the unavailability. This may be a result of the application reporting a failure.  Alternatively, the framework may have detected that the application has failed: e.g. non-response from an activity test, failure to return heartbeats, using the reason APP_UNAVAILABLE_NO_RESPONSE. When the application becomes available again the reason APP_AVAILABLE shall be used to inform the Service about that. 

Parameters

reason : in TpAppAvailStatusReason

Identifies the reason why the application is no longer available. APP_AVAILABLE is used to inform the Service that the Application is available again. 
Raises

TpCommonExceptions
8.3.4.2.14 Method <<new>> fwAvailStatusInd()

The framework invokes this method to inform the service instance about the Framework availability status, i.e. that it can no longer use the Framework according to the reason parameter but as well information when the Framework becomes available again. The service instance may wait for the problem to be solved and just stop the usage of the Framework until the fwAvailStatusInd() is called again with the reason FRAMEWORK_AVAILABLE.  

Parameters

reason : in TpFwAvailStatusReason

Identifies the reason why the framework is no longer available or that it has become available again.
**************    End of Change # 5   ************************

**************   Start of Change # 6    ***********************

8.4.4.2 State Transition Diagrams for IpFWFaultManager 
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Figure : State Transition Diagram for IpFWFaultManager 

8.4.4.2.1 Framework Active State

This is the normal state of the framework, which is fully functional and able to handle requests from both applications and services capability features.
8.4.4.2.2 Framework Faulty State

In this state, the framework has detected an internal problem with itself such that application and services capability features cannot communicate with it anymore; attempts to invoke any methods that belong to any SCFs of the framework return an error. If the framework ever recovers, services with fault management callbacks will be notified via a fwAvailStatusInd message.
8.4.4.2.3 Framework Activity Test State

In this state, the framework is performing self-diagnostic test. If a problem is diagnosed, all services with fault management callbacks are notified through a fwAvailStatusInd message.
8.4.4.2.4 Application Activity Test State

In this state, the framework is performing a test on one client application. If the application is faulty, services that are used by the application and that have provided fault management callbacks are notified accordingly through a appAvailStatusInd message.
**************    End of Change # 6   ************************

**************   Start of Change # 7    ***********************

10.4 Integrity Management Data Definitions 

10.4.1 TpActivityTestRes

This type is identical to TpString and is an implementation specific result. The values in this data type are  “Available” or “Unavailable”.

10.4.2 TpFaultStatsRecord

This defines the set of records to be returned giving fault information for the requested time period.

	Sequence Element

Name
	Sequence Element

Type

	Period
	TpTimeInterval

	FaultStatsSet
	TpFaultStatsSet


10.4.3 TpFaultStats

This defines the sequence of data elements which provide the statistics on a per fault type basis. 

	Sequence Element

Name
	Sequence Element

Type
	Description

	Fault
	TpInterfaceFault
	

	Occurrences
	TpInt32
	The number of separate instances of this fault

	MaxDuration
	TpInt32
	The number of seconds duration of the longest fault

	TotalDuration
	TpInt32
	The cumulative duration (all occurrences)

	NumberOfClientsAffected
	TpInt32
	The number of clients informed of the fault by the Fw


Occurrences is the number of separate instances of this fault during the period. MaxDuration and TotalDuration are the number of seconds duration of the longest fault and the cumulative total during the period. NumberOfClientsAffected is the number of clients informed of the fault by the Framework. 

10.4.4 TpFaultStatisticsError

Defines the error code associated with a failed attempt to retrieve any fault statistics information. 

	Name
	Value
	Description

	P_FAULT_INFO_ERROR_UNDEFINED
	0
	Undefined error

	P_FAULT_INFO_UNAVAILABLE
	1
	Fault statistics unavailable


10.4.5 TpFaultStatsSet
This data type defines a Numbered Set of Data Elements of type TpFaultStats
10.4.6 TpActivityTestID

This data type is identical to a TpInt32, and is used as a token to match activity test requests with their results..

10.4.7 TpInterfaceFault

Defines the cause of the interface fault detected.

	Name
	Value
	Description

	INTERFACE_FAULT_UNDEFINED
	0
	Undefined

	INTERFACE_FAULT_LOCAL_FAILURE
	1
	A fault in the local API software or hardware has been detected

	INTERFACE_FAULT_GATEWAY_FAILURE
	2
	A fault in the gateway API software or hardware has been detected

	INTERFACE_FAULT_PROTOCOL_ERROR
	3
	An error in the protocol used on the client-gateway link has been detected


10.4.8 TpSvcUnavailReason

Defines the reason why a SCF is unavailable.

	Name
	Value
	Description

	SERVICE_UNAVAILABLE_UNDEFINED
	0
	Undefined

	SERVICE_UNAVAILABLE_LOCAL_FAILURE
	1
	The Local API software or hardware has failed

	SERVICE_UNAVAILABLE_GATEWAY_FAILURE
	2
	The gateway API software or hardware has failed

	SERVICE_UNAVAILABLE_OVERLOADED
	3
	The SCF is fully overloaded

	SERVICE_UNAVAILABLE_CLOSED
	4
	The SCF has closed itself (e.g. to protect from fraud or malicious attack)


10.4.9 TpFwUnavailReason

Defines the reason why the Framework is unavailable.

	Name
	Value
	Description

	FW_UNAVAILABLE_UNDEFINED
	0
	Undefined

	FW_UNAVAILABLE_LOCAL_FAILURE
	1
	The Local API software or hardware has failed

	FW_UNAVAILABLE_GATEWAY_FAILURE
	2
	The gateway API software or hardware has failed

	FW_UNAVAILABLE_OVERLOADED
	3
	The Framework is fully overloaded

	FW_UNAVAILABLE_CLOSED
	4
	The Framework has closed itself (e.g. to protect from fraud or malicious attack)

	FW_UNAVAILABLE_PROTOCOL_FAILURE
	5
	The protocol used on the client-gateway link has failed


10.4.10 TpLoadLevel

Defines the Sequence of Data Elements that specify load level values. 

	Name
	Value
	Description

	LOAD_LEVEL_NORMAL
	0
	Normal load

	LOAD_LEVEL_OVERLOAD
	1
	Overload

	LOAD_LEVEL_SEVERE_OVERLOAD
	2
	Severe Overload 


10.4.11 TpLoadThreshold

Defines the Sequence of Data Elements that specify the load threshold  value. The actual load threshold value is application and SCF dependent, so is their relationship with load level.

	Sequence Element

Name
	Sequence Element

Type

	LoadThreshold
	TpFloat


10.4.12 TpLoadInitVal

Defines the Sequence of Data Elements that specify the pair of load level and associated load threshold  value.

	Sequence Element

Name
	Sequence Element

Type

	LoadLevel
	TpLoadLevel

	LoadThreshold
	TpLoadThreshold


10.4.13 TpLoadPolicy

Defines the load balancing policy. 

	Sequence Element Name
	Sequence Element Type

	LoadPolicy
	TpString


10.4.14 TpLoadStatistic

Defines the Sequence of Data Elements that represents a load statistic record for a specific entity (i.e. Framework, service or application) at a specific date and time.

	Sequence Element Name
	Sequence Element Type

	LoadStatisticEntityID
	TpLoadStatisticEntityID

	TimeStamp
	TpDateAndTime

	LoadStatisticInfo
	TpLoadStatisticInfo


10.4.15 TpLoadStatisticList

Defines a Numbered List of Data Elements of type TpLoadStatistic.

10.4.16 TpLoadStatisticData

Defines the Sequence of Data Elements that represents load statistic information

	Sequence Element Name
	Sequence Element Type

	LoadValue (see Note)
	TpFloat

	LoadLevel
	TpLoadLevel

	NOTE:
LoadValue is expressed as a percentage.


10.4.17 TpLoadStatisticEntityID

Defines the Tagged Choice of Data Elements that specify the type of entity (i.e. service, application or Framework) providing load statistics.

	
	Tag Element Type
	

	
	TpLoadStatisticEntityType
	


	Tag Element Value
	Choice Element Type
	Choice Element Name

	P_LOAD_STATISTICS_FW_TYPE
	TpFwID
	FrameworkID

	P_LOAD_STATISTICS_SVC_TYPE
	TpServiceID
	ServiceID

	P_LOAD_STATISTICS_APP_TYPE
	TpClientAppID
	ClientAppID


10.4.18 TpLoadStatisticEntityType

Defines the type of entity (i.e. service, application or Framework) supplying load statistics.

	Name
	Value
	Description

	P_LOAD_STATISTICS_FW_TYPE
	0
	Framework-type load statistics

	P_LOAD_STATISTICS_SVC_TYPE
	1
	Service-type load statistics

	P_LOAD_STATISTICS_APP_TYPE
	2
	Application-type load statistics


10.4.19 TpLoadStatisticInfo

Defines the Tagged Choice of Data Elements that specify the type of load statistic information (i.e. valid or invalid).

	
	Tag Element Type
	

	
	TpLoadStatisticInfoType
	


	Tag Element Value
	Choice Element Type
	Choice Element Name

	P_LOAD_STATISTICS_VALID
	TpLoadStatisticData
	LoadStatisticData

	P_LOAD_STATISTICS_INVALID
	TpLoadStatisticError
	LoadStatisticError


10.4.20 TpLoadStatisticInfoType

Defines the type of load statistic information (i.e. valid or invalid).

	Name
	Value
	Description

	P_LOAD_STATISTICS_VALID
	0
	Valid load statistics

	P_LOAD_STATISTICS_INVALID
	1
	Invalid load statistics


10.4.21 TpLoadStatisticError

Defines the error code associated with a failed attempt to retrieve any load statistics information. 

	Name
	Value
	Description

	P_LOAD_INFO_ERROR_UNDEFINED
	0
	Undefined error

	P_LOAD_INFO_UNAVAILABLE
	1
	Load statistics unavailable


10.4.22 TpSvcAvailStatusReason

Defines the reason detailing the change in status of Service  availability.

	Name
	Value
	Description

	SVC_UNAVAILABLE_UNDEFINED
	0
	Undefined

	SVC_UNAVAILABLE_LOCAL_FAILURE
	1
	The Local API software or hardware has failed. Normally take longer time to correct

	SVC_UNAVAILABLE_GATEWAY_FAILURE
	2
	The gateway API software or hardware has failed Normally take longer time to correct

	SVC_UNAVAILABLE_OVERLOADED
	3
	The SCF is fully overloaded Normally a temporary problem

	SVC_UNAVAILABLE_CLOSED
	4
	The SCF has closed itself (e.g. to protect from fraud or malicious attack) 
Normally take longer time to correct

	SVC_UNAVAILABLE_NO_RESPONSE
	5
	The Framework has detected that the service has failed: e.g. non-response from an activity test, failure to return heartbeats  

	SVC_UNAVAILABLE_SW_UPGRADE
	6
	The Service is unavailable due to SW upgrade or other similar maintenance 

Normally a temporary problem

	SVC_AVAILABLE
	7
	The Service has become available again


10.4.23 TAppAvailStatusReason

Defines the reason detailing the change in status of Application availability.

	Name
	Value
	Description

	APP_UNAVAILABLE_UNDEFINED
	0
	Undefined

	APP_UNAVAILABLE_LOCAL_FAILURE
	1
	A local failure in the Application has been detected

Normally take longer time to correct

	APP_UNAVAILABLE_REMOTE_FAILURE
	2
	A remote failure to the application has been detected, e.g. a database is not working

Normally take longer time to correct

	APP_UNAVAILABLE_OVERLOADED
	3
	The Application is fully overloaded
Often a temporary problem

	APP_UNAVAILABLE_CLOSED
	4
	The Application has closed itself (e.g. to protect from fraud or malicious attack)

Normally take longer time to correct

	APP_UNAVAILABLE_NO_RESPONSE
	5
	The Framework has detected that the application has failed: e.g. non-response from an activity test, failure to return heartbeats 

	APP_UNAVAILABLE_SW_UPGRADE
	6
	The Application is unavailable due to SW upgrade or other similar maintenance

Often a temporary problem

	APP_AVAILABLE
	7
	The Application has become available


10.4.24 TpFwAvailStatusReason

Defines the reason detailing the change in status of Framework availability.

	Name
	Value
	Description

	FRAMEWORK_UNAVAILABLE_UNDEFINED
	0
	Undefined

	FRAMEWORK_UNAVAILABLE_LOCAL_FAILURE
	1
	A local failure in the Framework has been detected

Normally take longer time to correct

	FRAMEWORK_UNAVAILABLE_REMOTE_FAILURE
	2
	A remote failure to the Framework has been detected, e.g. a database is not working

Normally take longer time to correct

	FRAMEWORK_UNAVAILABLE_OVERLOADED
	3
	The Framework is fully overloaded
Often a temporary problem

	FRAMEWORK_UNAVAILABLE_CLOSED
	4
	The Framework has closed itself (e.g. to protect from fraud or malicious attack)

Normally take longer time to correct

	FRAMEWORK_UNAVAILABLE_PROTOCOL_FAILURE
	5
	The Framework has detected that the protocol used between client and framework has failed

	FRAMEWORK_UNAVAILABLE_SW_UPGRADE
	6
	The Framework is unavailable due to SW upgrade or other similar maintenance

Often a temporary problem

	FRAMEWORK_AVAILABLE
	7
	The Framework has become available


**************    End of Change # 7   ************************
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