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1. Introduction
<Introduction part (optional)>

2. Reason for Change
In Service Based Architecture (SBA) network, there are procedures requiring transferring multiple resources from one NF to another NF. E.g. Querying a collection of resources (see sub-clause 4.6.1.1.2.2 of TS 29.501 v0.2.0). When the number of resources is large, the solution of transferring these resources is yet to be studied.
The simplest way is to return representation of all resources in the response body. When the number of resources is large, the size of the response body may become large or even huge. Using a large/huge response body has drawbacks:
· It is more vulnerable to transport layer problems. When transport layer fails, the whole body needs to be retransmitted.

· Response latency may increase by buffering configuration mismatching among intermediaries.
· HTTP/JSON stacks may hold the response in stack layer until the whole body is received and parsed, before passing to up layer application logic. This cause extra delay of data processing in receiving CN NFs.
· The receiving NF doesn’t know how many resources and which resources will be received before parsing the whole body, if not informed in some other ways.

Alternatively, instead of returning resources directly in response body, the server can only return the URIs of the resources in the response body. After receiving the response and extracting the URIs from the response body, the client can explicitly sent GET requests to retrieve the resource one by one. With this solution, the benefits are obvious:

· Before receiving of any representation of the resources, the receiving NF already got the information of the resources to be received from the service operation response, including number of the resources and all URIs of the resources. The NF logic can already reserve physical machine resources (e.g. memory, worker, etc.) for processing the data.

· Representation of only one resource is transferred per response body, thus can keep the response body at a reasonable size.

· Each resource is sent via separate stream. Single resource transport failure will not impact others. In case of certain resource is not received successfully, receiving NF can issue explicit request for this resource to fetch it, as the URI of this resource is already known.

Compare to the above solution, this solution has drawbacks. Firstly, it increases network traffic due to the extra GET requests issued by the client for each resource. This can be judged the server. If the representation of each resource is rather small, the server can choose to return the data in the service operation response body, so as to avoid the overhead. More seriously, this introduce extra rounds of HTTP transactions and introduce the waiting time on server for client get request to deliver the resource. This increases the overall latency of the service operation.

To improve the efficiency of resource transferring, HTTP/2 Server Push feature could be used.

With HTTP/2 Server Push, the server first sending PUSH_PROMISE frames together with the response of the initial client request. Each PUSH_PROMISE contains the URI of one resource to be pushed as well as the reserved stream ID to be used for transferring the resource. Then server will send each resource in one Push Response via the reserved stream. 

The drawback of using HTTP/2 Server Push is the behavior of intermediaries. As stated in IETF RFC 7540, "An intermediary can receive pushes from the server and choose not to forward them on to the client. In other words, how to make use of the pushed information is up to that intermediary. Equally, the intermediary might choose to make additional pushes to the client, without any action taken by the server." This could be overcome, 3GPP standards could address this problem by putting corresponding requirements on intermediaries in their controlled environment. Such a requirement can be “an intermediary must relay to the server the SETTINGS_ENABLE_PUSH received from the client”.
3. Conclusions

<Conclusion part (optional)>

4. Proposal

It is proposed to agree the following changes to 3GPP TS 29.500 v0.2.0.
* * * First Change * * * *
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* * * Next Change * * * *

4.6.1.1.2.2
Querying a Collection of Resources

Procedures that allow a service consumer NF (client) to querying a collection for resources from the server shall be specified to use the query parameters within HTTP GET method to obtain the certain resources. The syntax of the query part is specified by IETF RFC 3986 [9].

The query component contains non-hierarchical data that, along with data in the path component, to filter the resources identified within the scope of the URI's scheme to a subset of the resources matching the query parameters. The query component is indicated by the first question mark ("?") character and terminated by a number sign ("#") character or by the end of the URI. 

When a server receives a request with query component, it may parse the query string in order to identify filters. The first question mark is used to be a separator and is not part of the query string. And query string is composed of a series of "key=value" pairs. 

The exact structure of the query string is not standardised.
Editor's note: Whether need and how to define complex syntax rules like operation priority and so on is FFS.
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Figure 4.6.1.1.2.2-1 illustrates querying a collection of resources by using query parameters.
Step1. Client sends get request with query parameters to server.

Step2. On success, server would return a collection of resources that includes only those entries filtered by the query_parameters.
Subclause 4.x specifies some possible options for an NF Service Producer to return the representations of multiple resources to a NF Service Consumer. 

* * * Next Change * * * *

4.X
Transferring multiple resources to a NF Service Consumer 
4.X.1
General
This subclause describes some possible options that an API may implement when a NF Service Producer needs to return the representations of multiple resources to a NF Service Consumer, e.g. during the query of a large collection of resources (see sub-clause 4.6.1.1.2.2).
Which options an API may support is defined in the respective stage 3 specification of the API.  
4.X.2
Direct Delivery
A NF Service Producer may return the representations of the resources directly in the response body, i.e. the response body contains an array of the resource representations.
4.X.3
Direct Delivery with Iterations 
If large number of resource representations need to be returned, the NF Service Producer may insert representations of a part of the resources in the response body, with link(s) contains URI(s) allowing the client to retrieve the remaining part(s) of the resources.
A NF Service Consumer that receives link(s) in the response body may retrieve the remaining part(s) of the resources by sending GET requests towards the URI(s) contained in the link(s).
Editor's Note: It is FFS on how the link contains the URI to the next part of resources is defined in message body.

Editor's Note:
It is FFS on which format is used in message body, to convey both resource representation and the link(s) contains the URI(s) to next part of resources.

4.X.4
Indirect Delivery

A NF Service Producer may insert the links with URIs of the resources directly in response body. For each link, the NF Service Producer may further include certain identifying attributes (e.g. name, identifier) to support selection of the links to follow by the NF Service Consumer.
A NF Service Consumer that receives such a response may then send a GET request per resource URI to retrieve the resources from the NF Service Producer.
4.X.5
Indirect Delivery with HTTP/2 Server Push
A NF Service Producer may use HTTP/2 Server Push, if HTTP/2 Server Push is supported in the PLMN.
To use HTTP/2 Server Push, the NF Service Producer shall send PUSH_PROMISE frames in the HTTP response, with each PUSH_PROMISE frame containing a GET request targeting the URI of one resource to be transferred and the reserved stream identifier to be used for transferring the resource. Then the NF Service Producer shall send Push Responses via the corresponding reserved streams, with each Push Response containing the representation of the associated resource. The NF Service Producer shall also send links with the URIs of the resources in DATA frame(s) of the response message.
A NF Service Consumer may disable HTTP/2 Server Push by sending SETTINGS_ENABLE_PUSH parameter with value "0" on HTTP level, as specified in IETF RFC 7540 [11].
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Figure 4.x.5-1 Indirect Delivery with HTTP/2 Server Push
1. A NF Service Consumer sends a HTTP request to get resources(s) to the NF Service Producer, e.g. a query of a collection of resources.
2. The NF Service Producer detects that multiple resources are to be returned and choose to indirectly deliver the resources with the Server Push mechanism.
3.
The NF Service Producer returns multiple PUSH_PROMISE Requests before HEADERS frame and DATA frames(s) to the NF Service Consumer. Each PUSH_PROMISE Request contains the URI of one resource to be transferred and the identifier of the reserved stream used for transferring the resource. The NF Service Producer shall also send links with the URIs of the resources in DATA frame(s) of the response message.
4.1-4.n. The NF Service Producer sends Push Reponses via corresponding reserved streams. Each Push Response contains the representation of the associated resource.
5. If the NF Service Consumer does not successfully receive a resource in time, it may send a request to get that resource, using the resource URI previously received from the Push Request.
5.a. The NF Service Producer returns the data of the requested resource in the response.
4.X.6
Criteria for choosing the transfer method
The following considerations may be used to determine which method to use transfer multiple resources to a NF Service Consumer.
If the size of the representation of each resource is small, direct delivery is preferred. If the number of resources to be returned is large, the NF Service Producer may choose iterative delivery.
If the size of the representation of each resource is large, indirect delivery is preferred. If the NF Service Producer supports HTTP/2 Server Push, then:
· when SETTINGS_ENABLE_PUSH parameter with value "1" has been received from the NF Service Consumer, as specified in IETF RFC 7540 [11], it should choose HTTP/2 Server Push to deliver the resource.
· when SETTINGS_ENABLE_PUSH parameter with value "0" has been received from the NF Service Consumer, as specified in IETF RFC 7540 [11], it must not choose HTTP/2 Server Push to deliver the resources.

· when SETTINGS_ENABLE_PUSH parameter has not been received from the NF Service Consumer, as specified in IETF RFC 7540 [11], it may decide whether to use HTTP/2 Server push or not, depending on other factors, e.g. operator policy, whether the client and server pertain to the same PLMN, etc.
Editor's Note: It is FFS on the definition of "small" and "large" of the resource representation size.
Editor's Note: the above considerations are FFS.
Editor's Note: It is FFS whether the NF Service Consumer needs to indicate to the server that server can use server push, to ensure that the server does so only when really required (this is to avoid having the server to "speculate" on what the client may need). The use of the HTTP Server Push may need to be negotiated per API.
* * * End of Changes * * * *
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