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 5.6
Setting notification of received messages 

This sequence diagram shows how the application can request delivery status reports by subscribing to notifications. 

 SHAPE  \* MERGEFORMAT 



3:
The application requests the opening of a MultiMedia Messaging object. 

4:
The application requests to be notified of any delivery status reports received for a particular message, using the P_EVENT_MSG_STATUS_REPORT_ARRIVED criteria.  The application may request that a MultiMedia Messaging session is created upon receipt of a message. 
5:
The application sends a message. 

6:
This method indicates successful processing of the sendMessageWithNotifyReq by the SCF, and that the message has been sent. The MessageID, which uniquely identifies the message, is returned. It does not indicate a delivery status. 

7:
A delivery status report received for the message identified by the Message ID returned by sendMessageWithNotifyRes().The delivery status report is delivered in the reportNotification() method. 

	Next Modified Section


6
Class Diagrams


[image: image2] 

Figure: Messaging Interfaces Overview 
	Next Modified Section


8.1.3
Method createNotification()

This method enables the application to indicate that it wishes to receive notifications of messaging related events (e.g. receipt of an incoming message). 

If the same application invokes this method multiple times with exactly the same criteria but with different callback references, then these shall be treated as additional callback references. Each such notification request shall share the same assignmentID. The gateway shall use the most recent callback interface provided by the application using this method. Therefore in the event that a callback reference fails or is no longer available, the next most recent callback reference available shall be used.  

In case the createNotification contains no callback, at the moment the application needs to be informed the gateway will use as callback the callback that has been registered by setCallback().

Returns: assignmentID.

Specifies the ID assigned by the multimedia messaging manager interface for this newly-enabled event notification.  

Parameters

appMultiMediaMessagingManager : in IpAppMultiMediaMessagingManagerRef

If this parameter is set (i.e. not NULL) it specifies a reference to the application interface, which is used for callbacks. If set to NULL, the application interface defaults to the interface specified via the setCallback() method. P_INVALID_INTERFACE_TYPE is thrown if the reference is not an IpAppMultiMediaMessagingManager.
eventCriteria : in TpMessagingEventCriteriaSet

Specifies the event specific criteria used by the application to define the event required. This parameter can be used to request the notification of the delivery status reports when used with sendMessageWithNotifyReq(). In this case, the list of destination addresses must not contain duplicate addresses.
Returns

TpAssignmentID

Raises

TpCommonExceptions, P_INVALID_CRITERIA, P_INVALID_INTERFACE_TYPE
	Next Modified Section


8.5
Interface Class IpMultiMediaMessaging 

Inherits from: IpService.
This interface supports methods that enable messages to be sent or received when the mailbox paradigm is not in use. Mechanisms such as SMS, MMS, GSM USSD, etc., could be used in this context for either single-shot (page mode), or session mode messaging (e.g. instant-messaging).  Default source and destination addresses can be provided by the application when an instance of IpMultiMediaMessaging is created.  These addresses are overridden by including source or destination addresses in the sendMessageReq() method. If no default source or destination address is provided when an instance of IpMultiMediaMessaging is created, then the instance can be reused for multiple invocations of sendMessageReq() to different targets or from different sources, with the addresses specified each time in the sendMessageReq() method. 

	<<Interface>>

IpMultiMediaMessaging

	

	sendMessageReq (sessionID : in TpSessionID, sourceAddress : in TpAddress, destinationAddressList : in TpTerminatingAddressList, deliveryType : in TpMessageDeliveryType, messageTreatment : in TpMessageTreatmentSet, message : in TpOctetSet, additionalHeaders : in TpMessageHeaderFieldSet) : TpAssignmentID

cancelMessageReq (sessionID : in TpSessionID, assignmentID : in TpAssignmentID) : void

queryStatusReq (sessionID : in TpSessionID, assignmentID : in TpAssignmentID) : void

close (sessionID : in TpSessionID) : void
sendMessageWithNotifyReq (sessionID : in TpSessionID, sourceAddress : in TpAddress, destinationAddressList : in TpTerminatingAddressList, deliveryType : in TpMessageDeliveryType, messageTreatment : in TpMessageTreatmentSet, message : in TpOctetSet, additionalHeaders : in TpMessageHeaderFieldSet) : TpAssignmentID



	Next Modified Section


8.5.6 Method sendMessageWithNotifyReq()

This method requests the underlying network infrastructure to send the message being passed in through the message parameter as one of the data elements, to the set of identified targets specified using the supported addressing schemes from the specification.

As a response to this method invocation, the SCF will respond with either an sendMessageWithNotifyRes(), or an sendMessageWithNotifyErr(), indicating that the SCF has or has not succeeded to send the message.

The messageTreatment parameter can be used to indicate delivery time or validity time for the message, or to provide a billing identifier to indicate how the costs for this transaction shall be charged. Delivery notifications however are requested using the notification functionality on the manager interface, i.e. the treatment for P_MMM_TREATMENT_REPORT_REQUESTED is not used.
The SCF will not maintain any state for a message, i.e. contrary to the use of sendMessageReq the SCF will not store the triplet (applicationID, sessionID, destinationAddress). As a consequence, the cancelMessageReq and queryStatusReq methods are not applicable.
Returns: assignmentID.

A reference to the request for later use by the application.

Parameters

sessionID : in TpSessionID

This is the session ID of the open multimedia messaging session. If the session ID is not a valid session ID, the error code P_INVALID_SESSION_ID is returned.

sourceAddress : in TpAddress

The address that is used to represent the sender of the message. For alphanumeric SMS addresses the address plan P_ADDRESS_PLAN_UNDEFINED shall be used.

The address provided here overrides the default address provided in the openMultiMediaMessaging() method, if one was provided then. If this parameter is empty, then the default address is used.

destinationAddressList : in TpTerminatingAddressList

A list of addresses of users to whom the message will be sent. A terminatingAddressList contains a TO, CC and BCC address list. When the underlying network technology can not distinguish these all addresses can be concatenated.

The address list provided here overrides the default address list provided in the openMultiMediaMessaging() method, if one was provided then. If this parameter is empty, then the default address is used.

deliveryType : in TpMessageDeliveryType

Specifies what delivery method shall be used to deliver the message to the user. If an unsupported delivery type is specified, the exception P_MMM_INVALID_DELIVERY_TYPE is returned.

messageTreatment : in TpMessageTreatmentSet

This parameter contains instructions to the messaging system about how to process and send the message. These instructions can include a request message expiry or billing identifier of the message.

message : in TpOctetSet

The actual message that needs to be sent.

additionalHeaders : in TpMessageHeaderFieldSet

This parameter contains additional header information which is intended to be sent as part of the message. This information could have been provided in the raw message, if correctly formulated. Information contained in the additional headers may duplicate information provided in the sourceAddress and destinationAddressList parameters of the sendMessageWithNotifyReq(). In case of conflict, the SCF will take as priority the information provided in the sourceAddress and the destinationAddressList parameters.
Returns

TpAssignmentID

Raises

TpCommonExceptions, P_INVALID_SESSION_ID, P_INVALID_ADDRESS, P_MMM_INVALID_DELIVERY_TYPE, P_MMM_MAX_MESSAGE_SIZE_EXCEEDED, P_MMM_DELIVERY_TYPE_ADDRESS_TYPE_MISMATCH, P_MMM_DELIVERY_TYPE_MESSAGE_TYPE_MISMATCH, P_MMM_INVALID_DELIVERY_TIME, P_MMM_INVALID_VALIDITY_TIME, P_MMM_MAX_SUBJECT_SIZE_EXCEEDED, P_MMM_INVALID_HEADER
	Next Modified Section


8.6
Interface Class IpAppMultiMediaMessaging 

Inherits from: IpInterface.
This interface provides methods that may be invoked by the SCS on the client application as callbacks to asynchronously inform it of the status of pending requests, etc., for requests issued within the context of non-mailbox messaging systems employed for either single-shot or session-based messaging. 

	<<Interface>>

IpAppMultiMediaMessaging

	

	sendMessageRes (sessionID : in TpSessionID, assignmentID : in TpAssignmentID) : void

sendMessageErr (sessionID : in TpSessionID, assignmentID : in TpAssignmentID, error : in TpMessagingError, errorDetails : in TpString) : void

cancelMessageRes (sessionID : in TpSessionID, assignmentID : in TpAssignmentID) : void

cancelMessageErr (sessionID : in TpSessionID, assignmentID : in TpAssignmentID, error : in TpMessagingError, errorDetails : in TpString) : void

queryStatusRes (sessionID : in TpSessionID, assignmentID : in TpAssignmentID, result : in TpQueryStatusReportSet) : void

queryStatusErr (sessionID : in TpSessionID, assignmentID : in TpAssignmentID, error : in TpMessagingError, errorDetails : in TpString) : void

messageStatusReport (sessionID : in TpSessionID, assignmentID : in TpAssignmentID, destinationAddress : in TpAddress, deliveryReportType : in TpMessageDeliveryReportType, deliveryReportInfo : in TpString) : void

messageReceived (sessionID : in TpSessionID, message : in TpOctetSet, headers : in TpMessageHeaderFieldSet) : void

sendMessageWithNotifyRes (sessionID : in TpSessionID, assignmentID : in TpAssignmentID, messageID : in TpString) : void

sendMessageWithNotifyErr (sessionID : in TpSessionID, assignmentID : in TpAssignmentID, error : in TpMessagingError, errorDetails : in TpString, messageID : in TpString) : void




	Next Modified Section


8.6.9 Method sendMessageWithNotifyRes()

This asynchronous method informs the application about the completion of a sendMessageWithNotifyReq(). Receipt of this method indicates that the SCF has successfully processed the sendMessageWithNotifyReq() method and successfully sent the message. It does not indicate that the message was delivered or read.

Parameters

sessionID : in TpSessionID

This is the session ID of the multimedia messaging session.

assignmentID : in TpAssignmentID

This specifies the assignment ID associated with the sendMessageWithNotifyReq that was previously invoked by the client application on the SCS.
messageID : in TpString

This parameter uniquely identifies the message associated with the sendMessageWithNotifyReq that was previously invoked by the client application on the SCS. This ID can be used by the application to correlate between the sendMessageWithNotifyRes and a delivery report received via reportNotification() method on IpAppMultiMediaMessagingManager.
8.6.10 Method sendMessageWithNotifyErr()

This asynchronous method indicates that the request to send a message was unsuccessful. The SCF was unable to process the sendMessageWithNotifyReq() or was unable to send the message. Further details are provided in the error parameter.

Parameters

sessionID : in TpSessionID

This is the session ID of the multimedia messaging session.

assignmentID : in TpAssignmentID

This specifies the assignment ID associated with the sendMessageWithNotifyReq that was previously invoked by the client application on the SCS.

error : in TpMessagingError

Indicates the error that occurred.

errorDetails : in TpString

Provides additional information which may help to locate the source of the error. There is no specified format for this information.
messageID : in TpString

This parameter uniquely identifies the message associated with the sendMessageWithNotifyReq that was previously invoked by the client application on the SCS. This field may not be supplied, for instance in case of a error in the network.
	Next Modified Section


11.2
Event Notification data definitions

11.2.1
TpMessagingEventName

Defines the names of the messaging events which can be notified. 

	Name
	Value
	Description

	P_EVENT_MSG_NAME_UNDEFINED
	0
	Undefined.

	P_EVENT_MSG_NEW_MAILBOX_MESSAGE_ARRIVED
	1
	New message arrived in the mailbox.  The message contents are not requested/delivered - the message can be retrieved from the mailbox.

	P_EVENT_MSG_NEW_MESSAGE_ARRIVED
	2
	New message arrived.  The Message contents are requested/delivered with this event.

	P_EVENT_MSG_STATUS_REPORT_ARRIVED
	3
	New message status report arrived as a result of using the sending with notification functionality. The status contents are requested/delivered with this event.


	Next Modified Section


11.2.2
TpMessagingEventCriteria

Defines the Tagged Choice of Data Elements that specify the criteria for an event notification to be generated.

	
	Tag Element Type
	

	
	TpMessagingEventName
	


	Tag Element Value
	Choice Element Type
	Choice Element Name

	P_EVENT_MSG_NAME_UNDEFINED
	NULL
	Undefined

	P_EVENT_MSG_NEW_MAILBOX_MESSAGE_ARRIVED
	TpNewMailboxMessageArrivedCriteria
	EventNewMailboxMessageArrived

	P_EVENT_MSG_NEW_MESSAGE_ARRIVED
	TpNewMessageArrivedCriteria
	EventNewMessageArrived

	P_EVENT_MSG_STATUS_REPORT_ARRIVED
	TpAddressRange
	EventNewMessageStatusReportArrived


	Next Modified Section


11.2.6
TpMessagingEventInfo

Defines the Tagged Choice of Data Elements that specify the information returned to the application in an event notification.

	
	Tag Element Type
	

	
	TpMessagingEventName
	


	Tag Element Value
	Choice Element Type
	Choice Element Name

	P_EVENT_MSG_NAME_UNDEFINED
	TpString
	EventNameUndefined

	P_EVENT_MSG_NEW_MAILBOX_MESSAGE_ARRIVED
	TpNewMailboxMessageArrivedInfo
	EventNewMailboxMessageArrived

	P_EVENT_MSG_NEW_MESSAGE_ARRIVED
	TpNewMessageArrivedInfo
	EventNewMessageArrived

	P_EVENT_MSG_STATUS_REPORT_ARRIVED
	TpNewMessageStatusReportArrivedInfo
	EventNewMessageStatusReportArrived


	Next Modified Section


11.2.15 TpNewMessageStatusReportArrivedInfo

Defines the Sequence of Data Elements that specify the information returned to the application in a New Message Status Report Arrived event. 
	Sequence Element Name
	Sequence Element Type
	Description

	MessageID
	TpString
	The message ID uniquely identifying the message.

	DestinationAddress
	TpAddress
	Indicates the destination address of the original MM message sent using sendMessageWithNotifyReq()

	DeliveryReportType
	TpMessageDeliveryReportType
	Defines the type of message delivery report

	DeliveryReportInfo
	TpString
	Additional information
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