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Change in Clause 4.1
4.1
Generic and Call User Interaction SCF 

The Generic User Interaction service capability feature is used by applications to interact with end users. It consists of three interfaces:

1)
User Interaction Manager, containing management functions for User Interaction related issues.

2)
Generic User Interaction, containing methods to interact with an end-user.

3)
Call User Interaction, containing methods to interact with an end-user engaged in a call.

The Generic User Interaction service capability feature is described in terms of the methods in the Generic User Interaction interfaces.

The following table gives an overview of the Generic User Interaction methods and to which interfaces these methods belong.

Table 1: Overview of Generic User Interaction interfaces and their methods

	User Interaction Manager
	Generic User Interaction

	createUI
	sendInfoReq

	createUICall
	sendInfoRes

	createNotification
	sendInfoErr

	destroyUINotification
	sendInfoAndCollectReq

	reportEventNotification
	sendInfoAndCollectRes

	userInteractionAborted
	sendInfoAndCollectErr

	userInteractionNotificationInterrupted
	release

	userInteractionNotificationContinued
	userInteractionFaultDetected

	changeNotification
	reportEventRes

	getNotification
	reportEventErr

	enableNotifications
	

	disableNotifications
	

	abortMultipleUserInteractions
	

	reportEventReq
	


The following table gives an overview of the Call User Interaction methods and to which interfaces these methods belong.

Table 2: Overview of Call User Interaction interfaces and their methods

	User Interaction Manager
	Call User Interaction

	As defined for the Generic User Interaction SCF
	Inherits from Generic User Interaction and adds:

	
	recordMessageReq

	
	recordMessageRes

	
	recordMessageErr

	
	deleteMessageReq

	
	deleteMessageRes

	
	deleteMessageErr

	
	abortActionReq

	
	abortActionRes

	
	abortActionErr

	
	getMessageReq

	
	getMessageRes

	
	getMessageErr


The IpUI Interface provides functions to send information to, or gather information from the user, i.e. this interface allows applications to send SMS and USSD messages. An application can use this interface independently of other SCFs. The IpUICall Interface provides functions to send information to, or gather information from the user (or call party) attached to a call.

End of change in Clause 4.1
Change in Clause 6.1
6.1 Generic and Call User Interaction Class Diagrams

The application generic user interaction service package consists of one IpAppUIManager interface, zero or more IpAppUI interfaces and zero or more IpAppUICall interfaces.
The generic user interaction service package consists of one IpUIManager interface, zero or more IpUI interfaces and zero or more IpUICall interfaces.
The class diagram in the following figure shows the interfaces that make up the application generic user interaction service package and the generic user interaction service package. Communication between these packages is done via the <<uses>> relationships.
The IpUICall implements call related user interaction and it inherits from the non call related IpUI interface. The same holds for the corresponding application interfaces. 
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Figure: Generic User Interaction Package Overview 
End of change in Clause 6.1
Change in Clause 8.1.2
8.1.2 Interface Class IpAppUIManager 

Inherits from: IpInterface.
The Generic User Interaction Service manager application interface provides the application callback functions to the Generic User Interaction Service.  

	<<Interface>>

IpAppUIManager

	

	userInteractionAborted (userInteraction : in TpUIIdentifier) : void

userInteractionNotificationInterrupted () : void

userInteractionNotificationContinued () : void

reportEventNotification (userInteraction : in TpUIIdentifier, eventNotificationInfo : in TpUIEventNotificationInfo, assignmentID : in TpAssignmentID) : IpAppUIRef

<<new>> abortMultipleUserInteractions (userInteractionSet : in TpUIIdentifierSet) : void
<<new>> reportEventReq (userInteraction : in TpUIIdentifier, eventNotificationInfo : in TpUIEventNotificationInfo, assignmentID : in TpAssignmentID) : IpAppUIRef



8.1.2.1 Method userInteractionAborted()

This method indicates to the application that the User Interaction service instance has terminated or closed abnormally. No further communication will be possible between the User Interaction service instance and application.  

Parameters

userInteraction : in TpUIIdentifier

Specifies the interface and sessionID of the user interaction service that has terminated. 
8.1.2.2 Method userInteractionNotificationInterrupted()

This method indicates to the application that all event notifications have been temporarily interrupted (for example, due to faults detected).  Note that more permanent failures are reported via the Framework (integrity management).  

Parameters

No Parameters were identified for this method.

8.1.2.3 Method userInteractionNotificationContinued()

This method indicates to the application that event notifications will again be possible.   

Parameters

No Parameters were identified for this method.

8.1.2.4 Method reportEventNotification()

This method notifies the application of an occurred network event which matches the criteria installed by the createNotification method.

Returns: appUI. 

Specifies a reference to the application interface, which implements the callback interface for the new user interaction. 

If the application has previously explicitly passed a reference to the IpAppUI interface using a setCallbackWithSessionID() invocation, this parameter may be null, or if supplied must be the same as that provided during the setCallbackWithSessionID(). 

Parameters

userInteraction : in TpUIIdentifier

Specifies the reference to the interface and the sessionID to which the notification relates.
eventNotificationInfo : in TpUIEventNotificationInfo

Specifies data associated with this event. 
assignmentID : in TpAssignmentID

Specifies the assignment id which was returned by the createNotification() method. The application can use assignment id to associate events with event specific criteria and to act accordingly.
Returns

IpAppUIRef

8.1.2.5 Method <<new>> abortMultipleUserInteractions()

The service may invoke this method on the IpAppUIManager interface to indicate that a number of ongoing user interaction sessions have aborted or terminated abnormally. No further communication will be possible between the application and the user interaction sessions. This may be used for example in the event of service failure and recovery in order to instruct the application that a number of sessions have failed. The service shall provide a set of TpUIIdentifiers, indicating to the application the interface references and sessionsIDs of the user interaction sessions that have aborted. In the case that the service invokes this method and provides an empty set of TpUIIdentifiers, this shall be used to indicate that all user interaction sessions previously active on the IpUIManager interface have been aborted. 

Parameters

userInteractionSet : in TpUIIdentifierSet

Specifies the set of interfaces and sessionIDs of the user interaction sessions that have aborted or terminated abnormally. The empty set shall be used to indicate that all user interactions have aborted.
8.1.3.6 Method <<new>> reportEventReq()

This asynchronous method sends information to the application from a network event which matches the criteria created by the createNotification method. It is used when the service requires a response from the application to indicate that the information has been received and processed successfully or not.

Returns: appUI: 

Specifies a reference to the application interface, which implements the callback interface for the new user interaction. 

Parameters

userInteraction : in TpUIIdentifier
Specifies the reference to the interface and the sessionID to which the notification relates.
eventNotificationInfo : in TpUIEventNotificationInfo
Specifies data associated with this event. 
assignmentID : in TpAssignmentID
Specifies the assignment id which was returned by the createNotification() method. The application can use assignment id to associate events with event specific criteria and to act accordingly. 
Returns

IpAppUIRef

End of change in Clause 8.1.2
Change in Clause 8.1.3
8.1.3 Interface Class IpUI 

Inherits from: IpService.
The User Interaction Service Interface provides functions to send information to, or gather information from the user. An application can use the User Interaction Service Interface independently of other services.  






This interface, or the IpUICall interface, shall be implemented by a Generic User Interaction SCF as a minimum requirement.  The release() method, and at least one of the sendInfoReq() or the sendInfoAndCollectReq() methods shall be implemented as a minimum requirement. 

	<<Interface>>

IpUI

	

	sendInfoReq (userInteractionSessionID : in TpSessionID, info : in TpUIInfo, language : in TpLanguage, variableInfo : in TpUIVariableInfoSet, repeatIndicator : in TpInt32, responseRequested : in TpUIResponseRequest) : TpAssignmentID

sendInfoAndCollectReq (userInteractionSessionID : in TpSessionID, info : in TpUIInfo, language : in TpLanguage, variableInfo : in TpUIVariableInfoSet, criteria : in TpUICollectCriteria, responseRequested : in TpUIResponseRequest) : TpAssignmentID

release (userInteractionSessionID : in TpSessionID) : void

<<new>> setOriginatingAddress (userInteractionSessionID : in TpSessionID, origin : in TpString) : void

<<new>> getOriginatingAddress (userInteractionSessionID : in TpSessionID) : TpString
<<new>> reportEventRes (userInteractionSessionID : in TpSessionID, responseInfo : in TpUIInfo) : void

<<new>> reportEventErr (userInteractionSessionID : in TpSessionID, responseInfo : in TpUIInfo, error : in TpUIError) : void



8.1.3.1 Method sendInfoReq()

This asynchronous method plays an announcement or sends other information to the user.

Returns: assignmentID. 

Specifies the ID assigned by the generic user interaction interface for a user interaction request.  

Parameters

userInteractionSessionID : in TpSessionID

Specifies the user interaction session ID of the user interaction. 
info : in TpUIInfo

Specifies the information to send to the user. This information can be: 
- an infoID, identifying pre-defined information to be sent (announcement and/or text);
- a string, defining the text to be sent;
- a URL , identifying pre-defined information or data to be sent to or downloaded into the terminal.  A URL enables the application to utilize dynamic multi-media content by reference;
- Binary Data, identifying pre-defined information or data to be sent to or downloaded into the terminal.  Binary data enables the application to utilize dynamic multi-media content directly;
- a VXML string defines the Voice XML page to execute on the server and interact with the end-user.  The VXML page execution continues until an <exit/> tag is encountered, which results in a sendInfoRes() callback;
- a SynthesisInfo structure defines the text to synthesize and how the synthesis should be done.
language : in TpLanguage

Specifies the Language of the information to be sent to the user.
variableInfo : in TpUIVariableInfoSet

 Defines the variable part of the information to send to the user.
repeatIndicator : in TpInt32

Defines how many times the information shall be sent to the end-user. A value of zero (0) indicates that the announcement shall be repeated until the call or call leg is released or an abortActionReq() is sent.
responseRequested : in TpUIResponseRequest

Specifies if a response is required from the call user interaction service, and any action the service should take. 
Returns

TpAssignmentID

Raises

TpCommonExceptions, P_INVALID_SESSION_ID, P_INVALID_NETWORK_STATE, P_ILLEGAL_ID, P_ID_NOT_FOUND
8.1.3.2 Method sendInfoAndCollectReq()

This asynchronous method plays an announcement or sends other information to the user and collects some information from the user. The announcement usually prompts for a number of characters (for example, these are digits or text strings such as "YES" if the user's terminal device is a phone).

Returns: assignmentID. 

Specifies the ID assigned by the generic user interaction interface for a user interaction request. 

Parameters

userInteractionSessionID : in TpSessionID

Specifies the user interaction session ID of the user interaction. 
info : in TpUIInfo

Specifies the ID of the information to send to the user. This information can be: 
- an infoID, identifying pre-defined information to be sent (announcement and/or text);
- a string, defining the text to be sent;
- a URL , identifying pre-defined information or data to be sent to or downloaded into the terminal.  A URL enables the application to utilize dynamic multi-media content by reference;
- Binary Data, identifying pre-defined information or data to be sent to or downloaded into the terminal.  Binary data enables the application to utilize dynamic multi-media content directly;
- a VXML string defines the Voice XML page to execute on the server and interact with the end-user.  The VXML page execution continues until an <exit/> tag is encountered, which results in a sendInfoAndCollectRes() callback with the value of the expr= attribute;
- a SynthesisInfo structure defines the text to synthesize and how the synthesis should be done.
language : in TpLanguage

Specifies the Language of the information to be sent to the user.
variableInfo : in TpUIVariableInfoSet

Defines the variable part of the information to send to the user. 
criteria : in TpUICollectCriteria

Specifies additional properties for the collection of information, such as the maximum and minimum number of characters, end character, first character timeout and inter-character timeout. This parameter also specifies whether voice recognition would be used. 
responseRequested : in TpUIResponseRequest

Specifies if a response is required from the call user interaction service, and any action the service should take. For this case it can especially be used to indicate e.g. the final request.  If  P_UI_RESPONSE_REQUIRED is not enabled by the application request, the user interaction shall nevertheless return either a sendInfoAndCollectRes or sendInfoAndCollectErr method to the application in response to this method invocation.
Returns

TpAssignmentID

Raises

TpCommonExceptions, P_INVALID_SESSION_ID, P_INVALID_NETWORK_STATE, P_ILLEGAL_ID, P_ID_NOT_FOUND, P_ILLEGAL_RANGE, P_INVALID_COLLECTION_CRITERIA
8.1.3.3 Method release()

This method requests that the relationship between the application and the user interaction object be released. It causes the release of the used user interaction resources and interrupts any ongoing user interaction. 

Parameters

userInteractionSessionID : in TpSessionID

Specifies the user interaction session ID of the user interaction created. 
Raises

TpCommonExceptions, P_INVALID_SESSION_ID
8.1.3.4 Method <<new>> setOriginatingAddress()

This method sets the originating address property on the user interaction session to be used when sending information to the user. 

Parameters

userInteractionSessionID : in TpSessionID

Specifies the user interaction session ID of the user interaction. 
origin : in TpString

Specifies the originating address.  The originating address description is sent as a TpString. However this field may contain E.164 addresses that the receiving terminal can use to reply to the message. The coding of such an E.164 address can either be local numbers or international numbers, according to the standard E.164. Examples for a local number is "0702106181" and for an international number "+46702106181".
Raises

TpCommonExceptions, P_INVALID_SESSION_ID, P_INVALID_NETWORK_STATE, P_INVALID_ADDRESS
8.1.3.5 Method <<new>> getOriginatingAddress()

This method gets the originating address property on the user interaction session to be used when sending information to the user.  If not set with setOriginatingAddress(), the getOriginatingAddress() returns the description that would be displayed on the terminal device as the originating address when a message is sent with sendInfoReq() or sendInfoAndCollectReq().

Returns: TpString.

The address that will be used for a sendInfoReq() or sendInfoAndCollectReq() for the originating address.  

Parameters

userInteractionSessionID : in TpSessionID

Specifies the user interaction session ID of the user interaction. 
Returns

TpString

Raises

TpCommonExceptions, P_INVALID_SESSION_ID, P_INVALID_NETWORK_STATE
8.1.3.7 Method <<new>> reportEventRes()

This asynchronous method indicates the successful completion of a reportEventReq(). 

Parameters

userInteractionSessionID : in TpSessionID
Specifies the user interaction session ID of the user interaction.  
responseInfo : in TpUIInfo
Specifies the information to be returned to the user. 

8.1.3.8 Method <<new>> reportEventErr()

This asynchronous method indicates the unsuccessful completion of a reportEventReq().

Parameters

userInteractionSessionID : in TpSessionID
Specifies the user interaction session ID of the user interaction. 

responseInfo : in TpUIInfo
Specifies the information to be returned to the user. 

error : in TpUIError
Specifies the error which led to the original request failing. 
End of change in Clause 8.1.3
Change in Clause 9.1.2
9.1.2 State Transition Diagrams for IpUI 

The state transition diagram shows the application view on the User Interaction object. 
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Figure : Application view on the UI object 

9.1.2.1 Active State

In this state the UI object is available for requesting messages to be sent to the network.
In case a fault is detected on the user interaction (e.g. a link failure to the IVR system), userInteractionFaultDetected() will be invoked on the application and an error will be reported on all outstanding requests.
9.1.2.2 Release Pending State

A transition to this state is made when the Application has indicated that after a certain message no further messages need to be sent to the end-user. There are, however, still a number of messages that are not yet completed. When the last message is sent or when the last user interaction has been obtained, the UI object is destroyed. 
In case the final request failed or the application requested to abort the final request, a transition is made back to the Active state.
In case a fault is detected on the user interaction (e.g. a link failure to the IVR system), userInteractionFaultDetected() will be invoked on the application and an error will be reported on all outstanding requests.
9.1.2.3 Finished State

In this state the user interaction has ended. The application can only release the UI object. Note that the application has to release the object itself as good Object Oriented practice requires that when an object is created on behalf of a certain entity, this entity is also responsible for destroying it when the object is no longer needed.
End of change in Clause 9.1.2
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