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1. Introduction
Clause 6.3 describes how a particular threat can be countered by a channel binding mechanism. This mechanism is described in detail in clause 7.2 where the derivation of the key Ks_js_NAF is defined.  This contribution provides a more differentiated view on which threats can and cannot be countered by this mechanism.  Also, new security considerations section is added to clause 8.
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6.3
Control Mechanism 3 - Channel Binding

The usage of server authenticated TLS as described in clause 6.2, introduces nother threats. Given that in commonly used browsers there are 100+ root certificates from certification authorities (CAs) who have different levels of security protection when issuing and managing certificates, it can be questioned generally, how secure TLS with server authentication really is.  If one CA is compromised the attacker can use a compromised certificate to lure the user into believing that the attacker’s server is the genuine NAF the user wants to communicate with. The attacker can exploit this to realize the following two threats: 

-
Threat A: The attacker obtains the Ks_NAF from the user and uses this Ks_NAF to impersonate the user towards the genuine NAF, obtain the services and let the user foot the bill. 

-
Threat B: The attacker makes the user reveal information valuable for the attacker that the user would want to reveal only to the genuine NAF. 
To mitigate threat A, the TLS channel should be bound to the key derivation process of GBA.  As the key derivation of Ks_(ext)_NAF is already defined with a fixed set of input parameters, and backward compatibility by not changing this key derivation should be ensured, a new javascript specific key should be derived from Ks_(ext)_NAF using a channel binding mechanism.  This channel binding mechanism shall be based on a session key extracted from the TLS master key as specified in RFC 5705 [4]. 
This mechanism does not help against threat B. The mitigation of threat B is further discussed in clause  8.1.4.
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8
Common Practices and Examples

Editor’s Note: This in an informative chapter with guidance for developers to avoid common security mistakes.

8.1
Security Considerations 
8.1.1
General Scripting Security Considerations
JavaScript has been designed as an open scripting language, and it has its own security model. This model has not been designed to protect the server administrator or the data that is passed between the browser and the external application server. The scripting language security model is designed to protect the user from malicious servers, and as result, capabilities of javascript have been restricted.  For example, currently deployed javascript implementations cannot read or write files on users' computers, or interact between different web pages that are open at the same time in the browser.  W3C has been extending javascript APIs to include new functionality, including File API [z] enabling reading and writing files, and HTML5 Web Messaging enabling communication between the web pages in the browser.

8.1.2
GBA key control

When the javascript specific key (Ks_js_NAF) is requested by a web page, its creation is controlled by the web browser as specified in clause 7.  The Ks_js_NAf is bound to the web server, to the javascript context, and to the type of TLS tunnel used by using NAF_ID as described in clause 7.1. The Ks_js_NAF should not be used outside of the designed web page context.

8.1.3
User grants

When javascript in a web page is trying to access the javascript specific key via the javascript GBA API, the browser executing the javascript may prompt the end user with a permission dialog asking the end user to grant access to the key.  The end user can then decide whether to allow access or deny it, and also additionally have the browser remember the decision.  This mimics the functionality of the browsers today that support geolocation javascript API.  There javascript notifies the end user, that the current page is requesting location information.  The end user has then the possibility to either grant access or deny it. Additionally, the end user may have the browser remember that decision, so that the next time the same page is requesting access to the location information, the answer from the previous query from the end users is used without disturbing the end user.

8.1.4
Root CAs in Browser

Clause 6.3 describes the threats related to a compromised CA where either the CA certificate itself or the certificate of some root CA above the compromised CA is present in browsers' root CA list. With the threat B it is possible to issue certificates containing any DNS name, and therefore pretend to be any server. If the attacker can spoof https://www.facebook.com or https://accounts.google.com for instance, he can easily trick users into entering their username and password to attacker's webpages by just mimicking the look-n-feel of the attacked webpages.  Additionally, with the introduction of HTML5 there are additional things to consider as HTML5 introduces new features like WebStorage API [y], where a web site can use "localStorage" function to store name-value pairs to the browser, which can be later accessed only by those web pages that have been downloaded from same server identified by protocol/site/port tuple. With this threat, the attacker can fully read from and write to the localStorage of the attacked site.

There is no way to mitigate this threat if a compromised CA is listed in browsers' root CA list except strongly recommend that the browser vendors should carefully consider which CAs they include to their browser offering as trust roots by default, and that the browser implementation should show proper warnings to the end user, if the user (or some service on behalf of the user) tries to add a new CA as trust root. In addition, root CA stores managed online by some external instance, e.g., browser vendors updating root CA stores of their browsers online, should also be kept up-to-date. 
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