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[bookmark: _Toc45275093][bookmark: _Toc45274506][bookmark: _Toc45028841]*** BEGIN CHANGES ***
[bookmark: _Toc51168351]13.3.8	Client credentials assertion based authentication
[bookmark: _Toc51168352]13.3.8.1	General
The Client credentials assertion (CCA) is a token signed by the NF Service Consumer. It enables the NF Service Consumer to authenticate towards the receiving end point (NRF, NF Service Producer) by including the signed token in a service request. 
It includes the NF Service Consumer’s NF Instance ID that can be checked against the certificate by the NF Service Producer. The CCA includes a timestamp as basis for restriction of its lifetime. 
CCAs are expected to be more short-lived than NRF generated access tokens. So, they can be used in deployments with requirements for tokens with shorter lifetime for NF-NF communication. There is a trade-off that when the lifetime of the CCA is too short, it requires the NF Service Consumer to generate a new CCA for every new service request. 
The CCA cannot be used in the roaming case, as the NF Service Producer in the home PLMN will not be able to verify the signature of the NF Service Consumer in the visited PLMN unless cross-certification process is established between the two PLMNs through one of the mechanisms specified in TS 33.310. 
CCA does not provide integrity protection on the full service request, but they can provide integrity protection of the HTTP body and the HTTP method. Neither does it provide a mechanism for the NF Service Consumer to authenticate the NF Service Producer.
In this clause, CCAs are described generally for both NF-NRF communication and NF-NF communication.
[bookmark: _Toc51168353]13.3.8.2	Client credentials assertion
CCAs shall be JSON Web Tokens as described in RFC 7519 [44] and are secured with digital signatures based on JSON Web Signature (JWS) as described in RFC 7515 [45].
The CCA shall include:
-	the NF instance ID of the NF Service Consumer (subject);
-	A timestamp (iat) and an expiration time (exp), and
-	The NF type of the expected audience (audience), i.e. the type "NRF", "NF Service Producer", or "NRF" and "NF Service Producer".
The Client credentials assertion may include:
-	a hash of the HTTP body and HTTP method as specified in Annex A.x.
The NF Service consumer shall digitally sign the generated CCA based on its private key as described in RFC 7515 [45]. The signed CCA shall include one of the following fields:
-	the X.509 URL (x5u) to refer to a resource for the X.509 public key certificate or certificate chain used for signing the client authentication assertion, or
-	the X.509 Certificate Chain (x5c) include the X.509 public key certificate or certificate chain used for signing the client authentication assertion. 
[bookmark: _Toc51168354]13.3.8.3	Verification of Client credentials assertion
The verification of the CCA shall be performed by the receiving node, i.e., NRF or NF Service Producer in the following way:
· It validates the signature of the JWS as described in RFC 7515 [45].
· It validates the timestamp (iat) and/or the expiration time (exp) as specified in RFC 7519 [44]. 
If the receiving node is the NRF, the NRF validates the timestamp (iat) and the expiration time (exp).
If the receiving node is the NF Service Producer, the NF service Producer validates the expiration time and it may validate the timestamp.
· It checks that the audience claim in the the CCA matches its own type.
· It verifies that the NF instance ID of the NFc in the CCA matches the NF instance ID in the public key certificate used for signing the CCA.
· If the Client credentials assertion contains a hash of the HTTP body and HTTP method as specified in Annex A.x, the receiving node computes the hash of the HTTP body and HTTP method as specified in Annex A.x and validates that it is identical to the hash received in the Client credentials assertion.

*** NEXT CHANGES ***
[bookmark: _Toc45275142][bookmark: _Toc45274555][bookmark: _Toc45028890][bookmark: _Toc35533509][bookmark: _Toc35528748][bookmark: _Toc26875981][bookmark: _Toc19634913]A.x	Hash of HTTP body and HTTP method
This clause applies to Client credentials assertions as specified in clause 13.8.
For computation of the hash of the HTTP body and HTTP method for inclusion into the Client credentials assertion, the input S to the KDF is computed as follows.
-	P0 = HTTP body;
-	L0 = length of the HTTP body;
-	P1 = HTTP method;
[bookmark: _GoBack]-	L1 = length of HTTP method.
The input key KEY shall be equal to null.
*** END CHANGES ***

