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6.X
Security for ProSe UE-to-network relays 

6.X.1
General 

The ProSe UE-to-network relays procedures are described in TS 23.303 [2]. This clause details the security procedures for ProSe UE-to-network relays. 
The functionality in this clause may only be supported by ProSe-enabled Public Safety UEs.

6.X.2
Security Requirements

The requirements in clause 5.3.2 apply for the signalling between the UE and ProSe Function.
For the discovery, the security requirement in subclause 6.6.2 apply.
For the distribution of the keys used to protect the relay signalling, the following requirements apply:

-
The keys shall be protected in integrity and confidentiality during their distribution.

-
Only authorized Public Safety ProSe-enabled UEs shall receive the keys. 

-
It shall be possible for the Public Safety ProSe-enabled UE to authenticate the network entity distributing the keys. 

-
Authorized Public Safety Prose-enabled UEs shall securely store the shared keys.
For the non-discovery communication between the Remote UE and relay, the requirements on one-to-one communication in subclause 6.5.2 apply except the one on mutual authentication of out of coverage UEs.
The system shall support mutual authentication between Remote UE and UE-to-Network Relay.

Both Remote UE and UE-to-Network Relay shall be authorised by the ProSe Function.
6.X.3
Overview of ProSe UE-to-network relay security
6.X.3.1
General

The ProSe UE-to-network relay procedures consist of two distinct phases, i.e. the discovery of the UE-to-network relay and the communication between the Remote UE and UE-to-network relay. 

The security of the discovery messages uses the procedures provided in the current specification. The security of the communication between the Remote UE and UE-to-network relay uses the procedures described in clause 6.5 to establish the security context and protect the actual communication. The part of the security establishment that is specific to the UE-to-network relay use case is the establishment of the shared key KD. The procedures for this operation are described in the next subclause. 
Following the general sequence of flows for public safety one to one communication, a shared key KD needs to be established. This key serves to derive session keys between the Remote UE and the UE-to-network relay.
In order to generate KD, the Remote UE needs a ProSe Relay User Key (PRUK) and an associated 64-bit PRUK ID from a PKMF. The PRUK ID is used to identify the PRUK to the PKMF of the UE-to-network relay. The PRUK can be used to generate KD for any of the relays under a particular PKMF and hence only one PRUK for each Remote UE is needed from a particular PKMF. This PRUK needs to the fetched by the Remote UE while it is still in coverage. This implies that the Remote UE must contact all the PKMFs of any potential relays it wants to be able to use.
The Remote UE fetches its PRUK from the PKMF using the Key Request/Response messages or may receive one through GBA PUSH as part of establishing the communication with the relay. 
The UE-to-network relay fetches the KD that will be used to secure the communication by sending to its PKMF the PRUK ID or IMSI if the Remote UE does not have a PRUK for the relay or the supplied PRUK has been rejected. At the PKMF side, the corresponding PRUK is retrieved. The KD is then derived from the PRUK using a KD Freshness Parameter (a locally generated random number), which the PKMF then passes to the Remote UE via the UE-to-network Relay, a nonce sent by the Remote UE via the UE-to-network Relay and the Relay Service Code the Remote UE wishes to access. The UE-to-network Relay receives the KD  and the KD Freshness Parameter, and stores the KD. Having obtained the KD Freshness Parameter enables the Remote UE to derive the same KD as the PKMF did.
If the Remote UE receives a new PRUK in a Key Response message, it deletes any previous one for that PKMF. If it receives a new one through a GBA PUSH message, it shall overwrite any PRUK received through a GBA PUSH message that has not been successfully used to establish a relay connection. Once a PRUK received through a GBA PUSH Message has been used to calculate a KD for a sucessful relay connection establishment, the Remote UE shall delete any previous PRUKs for this PKMF.
6.X.3.2
Security flows

6.X.3.2.1
Overview

This subclause describes the overall security flows for UE-to-network relays. These includes the basic attach flows, dealing with re-synchronisation errors in GPI and the rekeying flows.
6.X.3.2.1.1
Remote UE attaching to a ProSe UE-to-network relay
There are several possible ways that the parameters needed for UE-to-network relay can be provisioned onto the Remote UE and UE-to-network relay. The flow described in Figure 6.X.3.2.1.1-1 is for the case when the general pararmeters are fetched from the ProSe Function(s). In other cases some of the steps can be omited if the relevant parameters are already in place. The figure shows only the parameters that are relevant to the UE-to-network relay security and not all the parameters carried by each message.
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Figure 6.X.3.2.1.1-1: UE-to-network relay security flows
0. The Remote UE and the UE-to-network relay fetch the parameters necessary to act as a Remote UE and UE-to-network relay respectively (see TS 23.303[2]), the PKMF address for accessing the relay and the security parameters required to protect the relay discovery messages (see subclause 6.6).
NOTE: Part of step 0b may be performed at the same time as step 1a to 1b as the same messages are used to initiate fetching the keys for protecting relay discovery. 
1a. The Remote UE sends a Key Request message to the PKMF of the UE-to-network relay. The message indicates that the Remote UE is requesting a ProSe Relay User Key (PRUK) from the PKMF. If the Remote UE already has a PRUK from this PKMF, the message shall also contain the PRUK ID of the PRUK. 
1b. The ProSe Key Management Function shall check that the Remote UE is authorised to receive UE-to-network Relay service from one of its relays. This is done by using the Remote UE identity that is bound to the keys that established the TLS tunnel in which the message is sent. If the Remote UE is successfully authorised, the PKMF sends a Key Response message to the Remote UE that may contain a PRUK and PRUK ID. If a PRUK and PRUK ID are included, the Remote UE shall store these and delete any previously stored ones for this ProSe Key Management Function.
2. The Remote UE discovers the UE-to-network Relay using either model A or model B discovery.

3. The Remote UE sends a Direct Communication Request. The Long Term ID shall contain the PRUK ID of the PRUK that the Remote UE want to use to get relay connectivity if the Remote UE has a PRUK for this relay and an attempt to connect to this relay has not been rejected due to the PRUK ID not being recognised. Otherwise the Remote UE shall use its IMSI in the Long Term ID. The Direct Communication Request contains the Relay Service Code that the Remote UE would like to access.
4a. The UE-to-network relay sends a Key Request message to the PKMF. The message shall contain the PRUK ID or IMSI, the Relay Service Code and Nonce_1 (see subclause 6.5.5.2) provided by the Remote UE. The PKMF identifies the UE by the PRUK ID or IMSI. The PKMF checks the context of the Remote UE to confirm whether it can connect to the network via the selected ProSe UE-to-network Relay for the given Relay Service Code.
4b. If the PKMF confirms the Remote UE can connect to the network via the selected ProSe UE-to- network Relay, the PKMF decides if it requires a new PRUK for this UE, i.e. policy in the PKMF decides that PRUK ID needs refreshing or the relay provided the IMSI of the UE. If so the PKMF proceeds as follows:
If the PKMF supports the Zpn interface to the BSF of the UE, the PKMF shall request a GBA Push Info (GPI – see TS 33.223[38]) for the Remote UE from the BSF. When requesting the GPI, it includes a non-zero 64-bit PRUK ID in the P-TID field. On reception of the GPI, the PKMF uses Ks(_ext)_NAF as the PRUK. 
If the PKMF support the PC4a interface to the HSS of the UE, then the PKMF shall request an Authentication Vector (AV) for the UE. On receiving the AV, the PKMF locally forms the GPI including a non-zero 64-bit PRUK ID in the P-TID field and sets PRUK as above. 
4c. The PKMF generate a random number as the KD Freshness Parameter. The PKMF uses the PRUK to calculate KD with the Relay Service Code, Nonce_1 and KD Freshness Parameter as inputs. The PKMF shall send the Remote UE Identity, KD, KD Freshness Parameter and the GPI if used to calculate a fresh PRUK to the UE-to-network relay.
5a. Using the supplied KD to protect the message, the UE-to-network relay sends a Direct Security Mode Command message to the Remote UE (see 6.5.2.2). This message shall contain the KD Freshness Parameter and the GPI if it received them from the PKMF. 
5b. If the Remote UE receives a GPI, it calculates a new PRUK and associated PRUK ID (see step 4b above). The Remote UE derives KD from its PRUK and the received KD Freshness Parameter, Nonce_1 and the Relay Service Code (as described in Annex A.Y). It then processes the Direct Security Mode Command as described in 6.5.2.2. If this is successful, the Remote UE responds with a Direct Security Mode Complete message and the Remote UE and UE-to-network relay may start to exchange user data.
6.X.3.2.1.2
Re-synchronisation in GBA Push authentication
This subclause provides the flows when the UE discovers a synchronisation failure when processing the authentication challenge that was sent to it as part of the GPI (for details of synchronisation failures – see TS 33.102[aa]). Synchronisation failures can happen in both the attachment flow (described in subclause 6.X.3.2.1.1) and the rekeying flow (described in subclause 6.X.3.1.3). The re-synchronisation flow is shown in figure 6.X.3.2.1.2-1, which only shows the contents of messages that are different for the synchronisation case. 
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Figure 6.X.3.2.1.2-1: Re-synchronisation flows

This steps are the identical to the Attach and rekeying flows up to the Direct Security Mode Command in these flows

1a. The Direct Security Mode Command contains the same parameters as the Direct Security Mode Command in the Attach or rekeying flows. On processing the GPI parameter contained in this message, the ME receives a synchronisation failure response for the USIM.
1b. The Remote UE send a Direct Security Mode Failure to the relay that contains the RAND and AUTS parameters

2a. The relay send a Key Request message to the PKMF of the Relay and includes the RAND and AUTS received from the Remote UE.
2b. If the PKMF supports the Zpn interface to the BSF of the UE, the PKMF shall request a GBA Push Info (GPI – see TS 33.223[38]) for the Remote UE from the BSF and include the RAND and AUTS parameters. When requesting the GPI, it includes the 64-bit PRUK ID in the P-TID field. On reception of the GPI, the PKMF uses Ks(_ext)_NAF as the PRUK. 

If the PKMF support the PC4a interface to the HSS of the UE, then the PKMF shall request an Authentication Vector (AV) for the UE and include the RAND and AUTS parameters. On receiving the AV, the PKMF locally forms the GPI including the 64-bit PRUK ID in the P-TID field and sets PRUK as above. 
2c, 3a and 3b. These messages are identical to the corresponding messages in the Attach and rekeying flows.
6.X.3.2.1.3
Rekeying procedures
Due to the asymmetric nature of the keying for relays, there are three rekeying cases that need to be considered. Firstly there is the rekeying that only changes KD-Sess but not KD. Secondly there is the rekeying that is initiated by the Remote UE that changes KD and finally rekeying that is initiated by the relay that changes KD. Each of these is described in turn. 
Rekeying without changing KD happens exactly as described in subclause 6.5.5.3. The Remote UE includes its PRUK ID as the Long Term ID in the Direct Rekey Request messages, whereas the relay does not include a Long Term Key ID. 
A rekeying that changes KD that is triggered by the Remote UE is shown in figure 6.X.3.2.1.3-1. The steps follow subclause 6.5.5.3 and only message contents that are specific to this use are included
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Figure 6.X.3.2.1.3-1: Rekeying KD when rekeying was initiated by the Remote UE
1. The Remote UE send a Direct Rekey Request including its PRUK ID to the Relay.
2a, 2b, 2c, 3a and 3b. The content and handling of these messages are the same as messages in the Attach flow (subclause 6.X.3.2.1.1) except the security contexts are handled as in subclause 6.5.5.3. 
A rekeying that changes KD that is initiated by the relay proceeds as follows. The relay sends a Direct Key Request that does not contain a Long Term ID. Instead of responding to this message, the Remote UE sends its own Direct Rekey Request and the procedure continues as for the rekeying that changes KD that is triggered by the Remote UE. 
6.X.3.3.2
Messages between the Remote UE and ProSe Key Management Function

6.X.3.3.2.1
General

Key Request and Response messages are exchanged between the Remote UE and ProSe Key Management Function. The Remote UE uses these messages to request a PRUK to use with relays. These messages are detailed in the following subclauses.

6.X.3.3.2.2
Key Request and Key Response messages

The purpose of these messages is for the Remote UE to request the PRUK from the ProSe Key Management Function. The Remote UE knows from which ProSe Key Management Function(s) to get the needed PRUK(s) as the FQDN(s) of the PKMF(s) are either pre-provisioned or provided by the ProSe Function in the HPLMN of the Remote UE. 
When sending a Key Request for a PRUK, the Remote UE shall include all the relevant details of all types of keys that the Remote UE is expecting to receive from the PKMF, e.g. any PGKs for one-to-many ProSe communication.
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Figure 6.X.3.3.2.2-1: Key Request/Response for Remote UE
The protection for the Key Request and Key Response message is described in subclause 6.X.3.4.

When sending a Key Request message to request the ProSe Key Management Function to send to either get a PRUK or ensure its PRUK is upto date, the Remote UE shall include the following information;

-
An indication of whether the Remote UE wants to receive PRUKs from this PKMF.
-
PRUK ID (if any) that the Remote UE has for this PKMF. If it has none it send an all zero PRUK ID.
The ProSe Key Management Function shall check that the Remote UE is authorised to receive PRUKs. This is done by using the Remote UE identity that is bound to the keys that established the TLS tunnel in which the message is sent. If the Remote UE is not authorised, then the ProSe Key Management Function responds with the appropriate error. 

The ProSe Key Management Function responds to the Remote UE with a Key Response message that includes the following parameters:

-
If the Remote UE is authorised to receive PRUKs, then the message may include a PRUK and PRUK ID
-
Otherwise, a status code to indicate why PRUKs will not be supplied.

If a PRUK and PRUK ID are included, the Remote UE shall store these and delete any previously stored ones that were obtained from this ProSe Key Management Function. 

6.X.3.3.3
Messages between the Relay and ProSe Key Management Function

6.X.3.3.3.1
General

There are only Key Request/Response messages exchanged between the UE-to-network Relay and ProSe Key Management Function. 

6.X.3.3.3.2
Key Request and Key Response messages

The purpose of these messages is for the Relay to request the KD from the ProSe Key Management Function. 
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Figure 6.X.3.3.3.2-1: Key Request/Response for Relay
The protection for the Key Request and Key Response message is described in subclause 6.X.3.4.

When sending a Key Request message to request the ProSe Key Management Function to request a KD, the UE-to-network relay shall include the following information;

-
Either the PRUK ID or the IMSI that was provided in the Direct Communication Request message or Direct Rekey Request;

-
Relay Service Code that the Remote UE requested to use; 
-
Nonce_1 that was sent from the Remote UE to the UE-to-network relay in either the Direct Commuications Request or Direct Rekey Request that triggered this Key Request; and 
-
RAND and AUTS, in the case of a synchronisation failure of the AV in the GPI.
The ProSe Key Management Function shall check that the Relay is authorised to serve the identified Remote UE for the supplied Relay Service Code. This is done by using the Relay’s identity that is bound to the keys that established the TLS tunnel in which the message is sent. If the Relay is not authorised or the Remote UE can not be identified, then the ProSe Key Management Function responds with the appropriate error. 
If the ProSe Key Management Function decides to provide a KD to the UE-to-network relay, then it generates a random number that it sends as the KD Freshness parameter to the UE-to-network relay. The ProSe Key Management Function also calculates the KD (as described in Annex A.Y) from either the PRUK related to the supplied PRUK ID or the new PRUK if this is to be updated (see subclause 6.X.3.2.1.1). In addition to these parameter, the ProSe Key Management Function also provides a Remote UE Identity that the UE-to-network relay provides to the MME. The Remote UE Identity is either the IMSI, MSISDN or a 128-bit string. 
NOTE: In general, IMSI should not be sent outside of the operator network in order to protect user privacy. The UE-to-Network Relay cannot be regarded as a network entity in the traditional sense e.g. as an eNB. On the other hand, the PKMF may have a sufficient level of trust in a UE-to-Network Relays to provide the IMSI. Instead of sending the IMSI, the PKMF can send a 128-bit string to the UE-to-Network Relay instead of the IMSI. The string should be such that the MME map the character string to a wanted Remote UE identity (e.g. IMSI) but that the UE-to-Network Relay cannot deduce the Remote UE identity. How this mapping is done in the MME has not be specified by SA3. The mapping information needs to be provisioned into the MME.
The ProSe Key Management Function responds to the Relay with a Key Response message that includes the following parameters:

-
For a successful case, 
-
a KD; 

-
KD Freshness parameter; 

-
an optional GPI; and 
-
Remote UE Identity.
-
Otherwise, a status code to indicate why KD will not be supplied.

6.X.3.3
Protection of traffic between Remote UE or Relay and ProSe Function

In order to protect the messages between the Remote UE/UE-to-network Relay and ProSe Function, the Remote UE/UE-to-network relay shall support the procedures for the UE given in subclause 5.3.3.2 and the ProSe Function shall support the procedures for the network function given in subclause 5.3.3.2.

6.X.3.4

Protection of traffic between Remote UE or Relay and ProSe Key Management Function

In order to protect the messages between the Remote UE/ UE-to-network Relay and ProSe Key Management Function, the Remote UE/UE-to-network Relay shall support the procedures for the UE given in subclause 5.3.3.2 and the ProSe Key Management Function shall support the procedures for the network function given in subclause 5.3.3.2.

6.X.3.5
Protection of traffic between Remote UE and Relay
The signalling and user plane traffic sent between the Remote UE and UE-to-network relay are protected as described in subclause 6.5.6
**** NEXT CHANGE ****
A.Y
Calculation of KD for UE-to-network relays
When calculating KD from PRUK, the following parameters shall be used to form the input S to the KDF that is specified in Annex B of TS 33.220 [5]:

-
FC = 0x??
-
P0 = Relay Service Code 
-
L0 = length of Relay Service Code (i.e. 0x00 0x03)
-
P1 = Nonce_1 
-
L1 = length of Nonce_1 (i.e. 0x00 0x10)
-
P2 = KD Freshness Parameter 

-
L2 = length of Nonce_2 (i.e. 0x00 0x10)
The input key shall be the 256-bit PRUK.

Editor’s note: FC value needs to be allocated.
**** NEXT CHANGE ****
E.3
XML Schema

Implementations in compliance with the present document shall implement the XML schema defined below for messages used in ProSe key management procedures.

<?xml version="1.0" encoding="UTF-8"?>

<xs:schema xmlns:xs="http://www.w3.org/2001/XMLSchema"

           xmlns="urn:3GPP:ns:ProSe:KeyManagement:2014"

           elementFormDefault="qualified"

           targetNamespace="urn:3GPP:ns:ProSe:KeyManagement:2014">

        <xs:annotation>

            <xs:documentation>

                Info for ProSe Key Management Messages Syntax

            </xs:documentation>

        </xs:annotation>

  <!-- Complex types defined for parameters with complicate structure -->

  <xs:complexType name="GroupKey-Request">

    <xs:sequence>

      <xs:element name="GroupId" type="xs:integer"/>

      <xs:element name="PGKId" type="xs:integer" maxOccurs="unbounded"/>

      <xs:element name="anyExt" type="anyExtType" minOccurs="0"/>
      <xs:any namespace="##other" processContents="lax" minOccurs="0" maxOccurs="unbounded"/>

    </xs:sequence>

    <xs:anyAttribute namespace="##any" processContents="lax"/>

  </xs:complexType>

  <xs:complexType name="GroupKey-Reject">

    <xs:sequence>

      <xs:element name="GroupId" type="xs:integer"/>

      <xs:element name="error-code" type="xs:integer"/>

      <xs:any namespace="##any" processContents="lax" minOccurs="0" maxOccurs="unbounded"/>

    </xs:sequence>

    <xs:anyAttribute namespace="##any" processContents="lax"/>

  </xs:complexType>

  <xs:complexType name="GroupKey-Response">

    <xs:sequence>



 <xs:element name="GroupId" type="xs:integer"/>

      <xs:element name="GroupMemberId" type="xs:integer"/>

      <xs:element name="AlgorithmInfo" type="xs:hexBinary" />

      <xs:any namespace="##any" processContents="lax" minOccurs="0" maxOccurs="unbounded"/>

    </xs:sequence>

    <xs:anyAttribute namespace="##any" processContents="lax"/>

  </xs:complexType>

  <xs:complexType name="PMK-info">

    <xs:sequence>

      <xs:element name="PMK-ID" type="xs:hexBinary" />

      <xs:element name="PMK" type="xs:hexBinary"/>

      <xs:any namespace="##any" processContents="lax" minOccurs="0" maxOccurs="unbounded"/>

    </xs:sequence>

    <xs:anyAttribute namespace="##any" processContents="lax"/>

  </xs:complexType>
<xs:complexType name="IMSI-info">

    <xs:sequence>

      <xs:element name="MCC" type="xs:integer"/>

      <xs:element name="MNC" type="xs:integer"/>

      <xs:element name="MSIN" type="xs:integer"/>

      <xs:any namespace="##any" processContents="lax" minOccurs="0" maxOccurs="unbounded"/>

    </xs:sequence>

    <xs:anyAttribute namespace="##any" processContents="lax"/>

  </xs:complexType>

<xs:complexType name="MSISDN-info">

    <xs:sequence>

      <xs:element name="CC" type="xs:integer"/>

      <xs:element name="NDC" type="xs:integer"/>

      <xs:element name="SN" type="xs:integer"/>

      <xs:any namespace="##any" processContents="lax" minOccurs="0" maxOccurs="unbounded"/>

    </xs:sequence>

    <xs:anyAttribute namespace="##any" processContents="lax"/>

  </xs:complexType>

  <xs:complexType name="PRUK-info">

    <xs:sequence>

      <xs:element name="PRUKID" type="xs:hexBinary" />

      <xs:element name="PRUK" type="xs:hexBinary"/>

      <xs:any namespace="##any" processContents="lax" minOccurs="0" maxOccurs="unbounded"/>

    </xs:sequence>

    <xs:anyAttribute namespace="##any" processContents="lax"/>

  </xs:complexType>
  <xs:complexType name="KDReq-info">

    <xs:sequence>
      <xs:element name="PRUKID" type="xs:hexBinary" minOccurs="0" />

      <xs:element name="IMSI" type="IMSI-info" minOccurs="0" />
      <xs:element name="RelayServiceCode" type="string" />
      <xs:element name="Nonce1" type="xs:hexBinary" />
      <xs:element name="RAND" type="xs:hexBinary" minOccurs="0" />

      <xs:element name="AUTS" type="xs:hexBinary" minOccurs="0" />
      <xs:any namespace="##any" processContents="lax" minOccurs="0" maxOccurs="unbounded"/>

    </xs:sequence>

    <xs:anyAttribute namespace="##any" processContents="lax"/>
  <xs:complexType name="KDResp-info">

    <xs:sequence>

      <xs:element name="KeyKD" type="xs:hexBinary" />
      <xs:element name="KDFreshnessParameter" type="xs:hexBinary" />
      <xs:element name="GPI" type="xs:hexBinary" minOccurs="0" />
      <xs:element name="RemoteUEIMSI" type="IMSI-info" minOccurs="0" />
      <xs:element name="RemoteUEMSISDN" type="MSISDN-info" minOccurs="0" />
      <xs:element name="RemoteUEOtherID" type="xs:hexBinary" minOccurs="0" />
      <xs:any namespace="##any" processContents="lax" minOccurs="0" maxOccurs="unbounded"/>

    </xs:sequence>

    <xs:anyAttribute namespace="##any" processContents="lax"/>

  </xs:complexType>
  <!-- Complex types defined for transaction-level -->

  <xs:complexType name="KeyReq-info">

    <xs:sequence>

      <xs:element name="transaction-ID" type="xs:integer"/>

      <xs:element name="AlgorithmAvailable" type="xs:hexBinary" minOccurs="0" maxOccurs="1"/>

      <xs:element name="GroupKeyReq" type="GroupKey-Request" minOccurs="0" maxOccurs="unbounded"/>


  <xs:element name="GroupKeyStop" type="xs:integer" minOccurs="0" maxOccurs="unbounded"/>
      <xs:element name="PRUKID" type="xs:hexBinary" minOccurs="0" />
      <xs:element name="KDReqinfo" type="KDReq-info" minOccurs="0"/>      
      <xs:any namespace="##other" processContents="lax" minOccurs="0" maxOccurs="unbounded"/>

      <xs:element name="anyExt" type="anyExtType" minOccurs="0"/>
    </xs:sequence>

    <xs:anyAttribute namespace="##any" processContents="lax"/>

  </xs:complexType>

  <xs:complexType name="KeyRsp-info">

    <xs:sequence>

      <xs:element name="transaction-ID" type="xs:integer"/>

      <xs:element name="GroupNotSupported" type="GroupKey-Reject" minOccurs="0" maxOccurs="unbounded"/>

      <xs:element name="GroupResponse" type="GroupKey-Response" minOccurs="0" maxOccurs="unbounded"/>

      <xs:element name="Key-info" type="PMK-info" minOccurs="0"/>
      <xs:element name="PRUKinfo" type="PRUK-info" minOccurs="0"/>
      <xs:element name="PRUKError" type="xs:integer" minOccurs="0"/>
      <xs:element name="KDRespinfo" type="KDResp-info" minOccurs="0"/>      
      <xs:element name="KDError" type="xs:integer" minOccurs="0"/>
      <xs:element name="anyExt" type="anyExtType" minOccurs="0"/>
      <xs:any namespace="##other" processContents="lax" minOccurs="0" maxOccurs="unbounded"/>

    </xs:sequence>

    <xs:anyAttribute namespace="##any" processContents="lax"/>

  </xs:complexType>

  <!--  extension allowed -->

  <xs:complexType name="KeyManagementMsgExtType">

    <xs:sequence>

      <xs:any namespace="##any" processContents="lax" minOccurs="0" maxOccurs="unbounded"/>

    </xs:sequence>

  </xs:complexType>

  <!--  XML attribute for any future extensions  -->

  <xs:complexType name="anyExtType">

    <xs:sequence>

      <xs:any namespace="##any" processContents="lax" minOccurs="0" maxOccurs="unbounded"/>

    </xs:sequence>

  </xs:complexType>

<!--  Top level Key Management Message definition  -->

  <xs:element name="prose-key-management-message">

    <xs:complexType>

      <xs:choice>

        <xs:element name="KEY_REQUEST" type="KeyReq-info"/>

        <xs:element name="KEY_RESPONSE" type="KeyRsp-info"/>

        <xs:element name="message-ext" type="KeyManagementMsgExtType"/>

        <xs:any namespace="##other" processContents="lax"/>

      </xs:choice>

    </xs:complexType>

  </xs:element>

</xs:schema>

An entity receiving the XML body ignores any unknown XML element and any unknown XML attribute.

**** NEXT CHANGE ****
E.4.2
Semantics of <KEY_REQUEST>
The <KEY_REQUEST> element consists of:

1)
 <transaction-ID> element which contains the parameter defined in subclause E.5.2.2.1:

2)
zero or one  <AlgorithmAvailable> element contains the parameter defined in subclause E.5.2.2.2.

3)
zero or more  <GroupKeyRequest> element, each of which consists of:

a)
a <GroupId> element containing the parameter defined in subclause E.5.2.2.3;

b)
one or more  <PGKId> element containing the parameter defined in subclause E.5.2.2.4; 

c)
zero or one <anyExt> element containing elements defined in future releases;

d)
zero, one or more elements from other namespaces defined in future releases; and

e)
zero, one or more attributes defined in future releases;
4)  zero or one  <PRUKId> element containing the parameter defined in subclause E.5.2.2.A; 
5)  zero or one  <KDRequest> element, each of which consists of:

a)
zero or one <PRUKId> element containing the parameter defined in subclause E.5.2.2.A; 

b)
zero or one <IMSI> element containing the parameter defined in subclause E.5.2.2.C;
c)
one <RelayServiceCode> element containing the parameter defined in subclause E.5.2.2.D; 

d)
one <Nonce1> element containing the parameter defined in subclause E.5.2.2.F;
e)
zero or one <RAND> element containing the parameter defined in subclause E.5.2.2.G; 

f)
zero or one <AUTS> element containing the parameter defined in subclause E.5.2.2.H;
g)
zero or one <anyExt> element containing elements defined in future releases;

h)
zero, one or more elements from other namespaces defined in future releases; and

i)
zero, one or more attributes defined in future releases;
6)
zero or more <GroupKeyStop> element containing the parameter defined in subclause E.5.2.2.5.

7)
zero or one <anyExt> element containing elements defined in future releases;

8)
zero, one or more elements from other namespaces defined in future releases; and

9)
zero, one or more attributes defined in future releases.

E.4.3
Semantics of <KEY_RESPONSE>
The <KEY_RESPONSE> element consists of:

1)
a <transaction-ID> element which contains the parameter defined in subclause E.5.2.2.1: and

2)
zero or more <GroupNotSupported> element, each of which consists of :

a)
a <GroupId> element containing the parameter defined in subclause E.5.2.2.3; 

b)
a <Error-Code> element containing the parameter defined in subclause E.5.2.2.5;  

c)
zero, one or more elements defined in future releases; and

d)
zero, one or more attributes defined in future releases;

3)
zero or more <GroupResponse> element, each of which consists of:

a)
a <GroupId> element containing the parameter defined in subclause E.5.2.2.3; 

b)
a <GroupMemberID> element containing the parameter defined in subclause E.5.2.2.6; 

c)
a <AlgorithmInfo> element containing the parameter defined in subclause E.5.2.2.7; 

d)
zero, one or more elements defined in future releases; and

e)
zero, one or more attributes defined in future releases;

4)
zero or one <Key-info> element, each of which consists of:

a)
a <PMK-ID> element containing the parameter defined in subclause E.5.2.2.8; 

b)
a <PMK> element containing the parameter defined in subclause E.5.2.2.9; 

c)
zero, one or more elements defined in future releases; and

d)
zero, one or more attributes defined in future releases; 
5)
zero or one <PRUKinfo> element, each of which consists of:

a)
a <PRUKID> element containing the parameter defined in subclause E.5.2.2.A; 

b)
a <PRUK> element containing the parameter defined in subclause E.5.2.2.B; 

c)
zero, one or more elements defined in future releases; and

d)
zero, one or more attributes defined in future releases; 
6)
zero or one <PRUKError> element element containing the parameter defined in subclause E.5.2.2.5;
7)  zero or one <KDResponse> element, each of which consists of:

a)
a <KeyKD> element containing the parameter defined in subclause E.5.2.2.I; 

b)
a <KDFrehsnessParameter> element containing the parameter defined in subclause E.5.2.2.J; 

c)
zero or one  <GPI> element containing the parameter defined in subclause E.5.2.2.K; 
d)
zero or one  <RemoteUEIMSI> element containing the parameter defined in subclause E.5.2.2.C;
e)
zero or one  <RemoteUEMSISDN> element containing the parameter defined in subclause E.5.2.2.E;
f)
zero or one <RermoteUEOtherID> element containing the parameter defined in subclause E.5.2.2.L;
g)
zero, one or more elements defined in future releases; and

h)
zero, one or more attributes defined in future releases;

8)    zero or one <KDError> element element containing the parameter defined in subclause E.5.2.2.5;
9)
zero or one <anyExt> element containing elements defined in future releases;

10)
zero, one or more elements from other namespaces defined in future releases; and

11)
zero, one or more attributes defined in future releases.
**** NEXT CHANGE ****
E.5.2.2.5
Error Code

This parameter is used to indicate the particular reason why the UE will not be receiving keys for a requested group. It is an integer in the 0-255 range encoded as follows:

0
Reserved

1
UE does not support the required security algorithms

2
The ProSe Key Management Function does not supply keys for this group

3
UE is not authorised to receive keys for this group

4
UE requested to stop receiving PGKs for this group
5    UE not authorised to receive PRUKs from this PKMF

6
PRUK ID or IMSI not recognised

7    UE-to-network relay not authorised to serve this UE
8-255

Unused

**** NEXT CHANGE ****
E.5.2.2.A
PRUK ID

This parameter is used to identify a PRUK. It is an 8 octet long binary parameter.

E.5.2.2.B
PRUK
This parameter is a key that is shared by the Remote UE and PKMF and is used to generate keys for protecting Remote UE to UE-to-network relay connections.  It is a 32 octet long binary parameter.
E.5.2.2.C
IMSI
This parameter is used to carry the Remote UE's IMSI. The coding of IMSI is defined in 3GPP TS 23.003 [39].
E.5.2.2.D
Relay Service Code 

This parameter is used to indicate the Relay Service Code for which the UE is requesting service. It is a 24-bit long string.

E.5.2.2.E
MSISDN
This parameter is used to carry the Remote UE's MSISDN. The coding of MSISDN is defined in 3GPP TS 23.003 [39].
E.5.2.2.F
Nonce 1
This random number is generetaed by the Remote UE to ensure fresh keys.  It is a 16 octet long binary parameter.
E.5.2.2.G
RAND
This parameter is the RAND from the authemtication challenge used in the GBA PUSH authentication. It is a 16 octet long binary parameter.

E.5.2.2.H
AUTS
This parameter is the AUTS that is generated in a synchronisation failure. It is a 14 octet long binary parameter.

E.5.2.2.I
Key KD
This parameter is a key that is shared by the Remote UE and UE-to-netwrok relay and is used to generate keys for protecting Remote UE to UE-to-network relay connections.  It is a 32 octet long binary parameter.
E.5.2.2.J
KD Freshness parameter
This random number is generetaed by the PKMF to ensure the KD that it derives is fresh.  It is a 16 octet long binary parameter.
E.5.2.2.K
GPI
This is the GPI parameter that is sent to the UE as part of GBA PUSH proecdures (see TS 33.223[38]).  It is a binary parameter.
E.5.2.2.L
Remote UE other identity
This parameter is a permanent identity of the Remote UE and is used when the KMF does not supply an IMSI of the Remote UE (e.g. the PKMF considers it a privacy issue sending IMSI to non-network elements). It is a 16 octet long binary parameter.

**** END OF CHANGES ****
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