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1 Introduction

At the previous RAN3 meeting, a discussion paper submitted by Siemens (R3-012989) raised the issue that there is a lack of specification with regards to the bit ordering in X.691.

During offline discussions with several companies, Ericsson became aware of the fact that this issue is now acknowledged by ITU-T and that a clarification would be added to the 2002 version of X.691.

This document summarizes the issue and the latest ITU-T developments. More over, it proposes a way forward with regards to the RAN3 specifications, as RAN3 does not make use of the 2002 version of X.691.

A similar contribution was also submitted to the attention of TSG RAN2.

2 Definition of the problem

X.691 (PER encoding rules) clause 6 states that the output of the encoder is an octet string with bits numbered 8 to 1 with bit 8 being the most significant bit. How these bits are transferred across the line depends on lower layer standards.

As regards to the unencoded information, ASN.1 defines which bit of a bit string is the first/ leftmost/ bit zero. E.g. in case of an assignment like:


bitstring BIT STRING ::= '1000'B

the first bit is set to "1", while the trailing bit is set to "0".

One would expect that the first bit is mapped to the most significant bit in the encoded octet string. e.g. in case the above field were the first to appear in a message, the first bit (b(0)) would be mapped to bit 8 of the first octet. This is what has been defined for BER, as can be seen in the following abstract from in X.690 (Basic Encoding Rules):

”...

8.6.2.1
The bits in the bitstring, commencing with the first bit and proceeding to the last bit, shall be placed in bits 8 to 1 of the first subsequent octet, followed by bits 8 to 1 of the second subsequent octet, followed by bits 8 to 1 of each octet in turn, followed by as many bits as are needed of the final subsequent octet, commencing with bit 8.

NOTE - The terms "first bit" and "trailing bit" are defined in ITU-T Rec. X.680 | ISO/IEC 8824-1.

...”

However, it seems that X.691 does not include a similar statement; clause clause 15, which deals with the encoding of bit strings, does neither include a rule nor a reference to the above clause defined for BER.

Therefore, during the last ITU-T meeting held in Paris, Nov 10th–15th , the needed clarifications were added to the 2002 version of X.691 and X.680:

-----------------------------------------------------------------------------------------

The change that we made is the following to X.680:

21.12   When using the "bstring" notation, the leading bit of the

bitstring value is on the left, and the trailing bit of the bitstring

value is on the right.

And the following to X.691:

15.5    When a bitstring value is placed in a bit-field as specified in

15.6 to 15.11, the leading bit of the bitstring value shall be placed

in the leading bit of the bit-field, and the trailing bit of the

bitstring value shall be placed in the trailing bit of the bit-field.

------------------------------------------------------------------------------------------
3 Conclusions and recommendations

As explained by the previous clauses, the encoding of a bit string is not properly specified in X.691. This problem may be solved in a later version of X.691 or by means of an addendum. As RAN3 specifications refer to the 1997 version of X.691 the amendment will not apply automatically. Therefore the proposal is to clarify the encoding of bitstrings by adding a statement to the relevant RAN3 specifications. The details of the proposed change are included in the attached example CR. If this approach is agreed, Ericsson is willing to provide the needed change requests for all relevant RAN3 TSs.
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Background information (Annex)

A.1 Clause from X.680 dealing with order of bits in a bit string

21
Notation for the bitstring typexe "Notation for the bitstring type"
21.1
The bitstring type (see 3.8.6) shall be referenced by the notation "BitStringType":


BitStringType ::=




BIT STRING




BIT STRING "{" NamedBitList "}"


NamedBitList ::=




NamedBit
  |




NamedBitList "," NamedBit


NamedBit ::=




identifier "(" number ")"
|




identifier "(" DefinedValue ")"

21.2
The first bit in a bit string is called bit zero. The final bit in a bit string is called the trailing bit.

NOTE – This terminology is used in specifying the value notation and in defining encoding rules.

21.3
The "DefinedValue" shall be a reference to a non-negative value of type integer.

21.4
The value of each "number" or "DefinedValue" appearing in the "NamedBitList" shall be different, and is the number of a distinguished bit in a bitstring value.

21.5
Each "identifier" appearing in the "NamedBitList" shall be different.

NOTE 1 – The order of the "NamedBit" production sequences in the "NamedBitList" is not significant.

NOTE 2 – Since an "identifier" that appears within the "NamedBitList" cannot be used to specify the value associated with a "NamedBit", the "DefinedValue" can never be misinterpreted as an "IntegerValue". Therefore in the following case:


a  INTEGER ::= 1


T1 ::= INTEGER { a(2) }


T2 ::= BIT STRING { a(3), b(a) }

the last occurrence of "a" denotes the value 1, as it cannot be a reference to the second nor the third occurrence of "a".

21.6
The presence of a "NamedBitList" has no effect on the set of abstract values of this type. Values containing 1 bit other than the named bits are permitted.

21.7
When a "NamedBitList" is used in defining a bitstring type ASN.1 encoding rules are free to add (or remove) arbitrarily many trailing 0 bits to (or from) values that are being encoded or decoded. Application designers should therefore ensure that different semantics are not associated with such values which differ only in the number of trailing 0 bits.

21.8
This type has a tag which is universal class, number 3.

21.9
The value of a bitstring type shall be defined by the notation "BitStringValue":


BitStringValue ::=




bstring
|




hstring
|




"{" IdentifierList "}"
|




"{" "}"


IdentifierList ::=




identifier    |




IdentifierList "," identifier

21.10
Each "identifier" in "BitStringValue" shall be the same as an "identifier" in the "BitStringType" production sequence with which the value is associated.

21.11
The "BitStringValue" notation denotes a bitstring value with ones in the bit positions specified by the numbers corresponding to the "identifier"s, and with all other bits zero.

NOTE – The "{" "}" production sequence is used to denote the bitstring which contains no one bits.

21.12
In specifying the encoding rules for a bitstring, the bits shall be referenced by the terms first bitxe "first bit" and trailing bitxe "trailing bit" where the first bit is bit zero (see 21.2).

21.13
When using the "bstring" notation, the first bit is on the left, and the trailing bit is on the right.

21.14
When using the "hstring" notation, the most significant bit of each hexadecimal digit corresponds to the leftmost bit in the bitstring.

NOTE – This notation does not, in any way, constrain the way encoding rules place a bitstring into octets for transfer.

21.15
The "hstring" notation shall not be used unless the bitstring value consists of a multiple of four bits.

EXAMPLE

'A8A'H

and

'1010100110001010'B

are alternative notations for the same bitstring value. If the type was defined using a "NamedBitList", the (single) trailing zero does not form part of the value, which is thus 15 bits in length. If the type was defined without a "NamedBitList", the trailing zero does form part of the value, which is thus 16 bits in length.

A.2 Clause from X.691 dealing with bit strings

15
Encoding the bitstring type

NOTE – (Tutorial) Bitstrings with a constrained length less than or equal to two octets do not cause octet alignment. Larger bitstrings are octet-aligned. If the length is fixed by constraints and the upper bound is less than 64K, there is no explicit length encoding, otherwise a length encoding is included which can take any of the forms specified earlier for length encodings, including fragmentation for large bit strings.

15.1
PER-visible constraints can only constrain the length of the bitstring.

15.2
Where there are no PER‑visible constraints and 21.7 of ITU-T Rec. X.680 | ISO/IEC 8824-1 applies, the value shall be encoded with no trailing 0 bits (note that this means that a value with no 1 bits is always encoded as an empty bit string).

15.3
Where there is a PER‑visible constraint and 21.7 of ITU-T Rec. X.680 | ISO/IEC 8824-1 applies (i.e. the bitstring type is defined with a "NamedBitList"), the value shall be encoded with trailing 0 bits added or removed as necessary to ensure that the size of the transmitted value is the smallest size capable of carrying this value and satisfies the effective size constraint.

15.4
Let the maximum number of bits in the bitstring (as determined by PER-visible constraints on the length) be "ub" and the minimum number of bits be "lb". If there is no finite maximum we say that "ub" is unset. If there is no constraint on the minimum, then "lb" has the value zero. Let the length of the actual bit string value to be encoded be "n" bits.

15.5
If an extension marker is present in the size constraint specification of the bitstring type, a single bit shall be added to the field-list in a bit-field of length one. The bit shall be set to 1 if the length of this encoding is not within the range of the extension root, and zero otherwise. In the former case, 15.10 shall be invoked to add the length as a semi-constrained whole number to the field-list, followed by the bitstring value. In the latter case the length and value shall be encoded as if the extension marker is not present.

15.6
If an extension marker is not present in the constraint specification of the bitstring type, then 15.7 to 15.10 apply.

15.7
If the bitstring is constrained to be of zero length ("ub" equals zero), then it shall not be encoded (no additions to the field-list), completing the procedures of this clause.

15.8
If all values of the bitstring are constrained to be of the same length ("ub" equals "lb") and that length is less than or equal to sixteen bits, then the bitstring shall be placed in a bit-field of the constrained length "ub" which shall be appended to the field-list with no length determinant, completing the procedures of this clause.

15.9
If all values of the bitstring are constrained to be of the same length ("ub" equals "lb") and that length is greater than sixteen bits but less than 64K bits, then the bitstring shall be placed in an octet-aligned-bit-field of length "ub" (which is not necessarily a multiple of eight bits) and shall be appended to the field-list with no length determinant, completing the procedures of this clause.

15.10
If 15.7-15.9 do not apply, the bitstring shall be placed in an octet-aligned-bit-field of length "n" bits and the procedures of 10.9 shall be invoked to add this octet-aligned-bit-field of "n" bits to the field-list, preceded by a length determinant equal to "n" bits as a constrained whole number if "ub" is set and is less than 64K or as a semi-constrained whole number if "ub" is unset. "lb" is as determined above.

NOTE – Fragmentation applies for unconstrained or large "ub" after 16K, 32K, 48K or 64K bits.
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9.4
Message Transfer Syntax


NBAP shall use the ASN.1 Basic Packed Encoding Rules (BASIC-PER) Aligned Variant as transfer syntax as specified in ref. [11].

The following encoding rules apply in addition to what has been specified in X.691 [11]:

When a bitstring value is placed in a bit-field as specified in 15.6 to 15.11 in [11], the leading bit of the bitstring value shall be placed in the leading bit of the bit-field, and the trailing bit of the bitstring value shall be placed in the trailing bit of the bit-field.

NOTE - The terms "leading bit" and "trailing bit" are defined in ITU-T Rec. X.680 | ISO/IEC 8824-1. When using the "bstring" notation, the leading bit of the bitstring value is on the left, and the trailing bit of the bitstring value is on the right.
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